Paillier cryptosystem

The scheme works as follows:

**[**[**edit**](http://en.wikipedia.org/w/index.php?title=Paillier_cryptosystem&action=edit&section=2)**] Key generation**

1. Choose two large [prime numbers](http://en.wikipedia.org/wiki/Prime_number) *p* and *q* randomly and independently of each other such that gcd(*pq*,(*p* − 1)(*q* − 1)) = 1. This property is assured if both primes are of equivalent length, i.e., ![p, q \in 1 || \{0,1\}^{s-1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJMAAAAXBAMAAAD96mDoAAAAMFBMVEX///8AAACenp5iYmIiIiLm5uaKiop0dHRQUFAWFhYEBATMzMy2trYMDAwwMDBAQEBGdSnDAAACRElEQVQ4Ea2UMWgTURjH/21zTZNLLiJUB8FGukinLoJQwVucjbgJLQcKRQc5UXAqBFSyiAg6tHSoOLjocNmMIlzBVamITg5dRdGIQ1CE+P2/9665u1jikI/re9/7/v/79b177wUYU3wZEwe4+HRsKPwHaiaCPMDzu7l/e/yEFIo3Q1segXK6gBfxweQzwP150r5HAQsxsOL6tjQC1RGfRXm7wHJj2r5IAQXhXVjHVL/f72HEAld+yRsWVdgF7gGPBSFzoQCWnEuLkjH2mdXVjY0mZc/PoN4DZ1k2AlGVR9OhqeyD6vyxcg51CPhsFApEOa3r1jo/FwDzZ1ZbZjzZWuLndD5ZOTcrV1C/jZSgEqPtFx82ypHmN/CCK/cCq6RRpS7yKOUlVvaV+AlKJKAyi3Ox9FUONFILXIiGUBWzB4lZluPOoqyogo9jrL9+KdFgNkC9/SDHKrdAvEq+Kb2M4g7aAZOJELfZv/kmETIboLAm7MPZz+7mZwWvi2t8D9sx1tkX2GikUNUmIIdhayCg5pvBoC0HeKCjdsM5yMSLdcjMlz9zcTJHVAU9oonT9O2w6OvWVWPvAEvOZmLIoZYjuThmk32xkJ6NtdVbQHtHdrB3+r5KnSXjmPkxdyc9K7cn15lOFf6B+q7vhWxLTc2RXByOUgs0ojqZDs/qozoCthN1aXIxhAoSwxDKOULJqbPdbrDNhkXtbZdx0iMXIBuXj9alMMVi7d1XdtmwqL1DpE61XImyzpGjWgR5gPOnclb9QU7X/gKJi6bwVRRECAAAAABJRU5ErkJggg==)for security parameter *s*.[[1]](http://en.wikipedia.org/wiki/Paillier_cryptosystem#cite_note-katzLindell-0)

Compute *n* = *pq* and ![\lambda=\operatorname{lcm}(p-1,q-1)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALEAAAAVBAMAAAD7ihIOAAAAMFBMVEX///8AAAC2trYiIiJiYmKenp7MzMwEBARQUFAMDAxAQEB0dHQWFhYwMDDm5uaKiorB706CAAACVUlEQVQ4EY1VMWgUQRR9bu72bm7vNhKIhZqwRzohcCDETlYQRIRwQkARBa9RUAMWIlZ6hWghSLRKpXsRBSHFqNdYCEIsLBROBAtR2FRWgesj6P+zd5uZ2V2SV8z+/96bx8zc7B6wB/h78JiW2GwLuweFSpHwloW50JKd70OTKbXNXnV+lEOmSi2msnzAtvyRJrNstkl3o5XHMseKP+DqDg86hJW8oIujemu9KDlRXrLvoT3RSnY/2gbuG0XJiTLHnmbAowYrudTVtLTcJbnCRhGl9qSg5PmTi86xf/2F6+8kJobA0vHtR6YrTT7fv5ajTLSJrN5kpfaFscGlkM5dfEDlFV5IdxaVy0C4EfNDwzjZa7m3NJpKpdRCqrxpU6Fk0cUviAFOANPYF8MJ7qHO3h2Mk5uxP7XDcqWUapeqpa/caxCyw3sRIU6pZLpEvPQQcK8wYvaOk4+ivJ9aWylFdJ8HtDIDQp4NiKDk06NkeCvoDIHl34yQ3ePkQ6i2qLUVTr6ITZpjnnOzTUyaHFNOhDdEaRglO1OodzWayvFplJ+hPjAldc6TabIIgMoQn0zTKJmOaZOXoUEpNYlzAbxZjadSyPJtlNLkBm2pI72WaeL5V0PgKb6ZQrLmeoDnxJvXxu2tYv5M6PRWq0/WLh2WXgS8375vzq/2Dj5GZwU40l/PUaDeFFPIdj7N/5mlmZE8fObBxgWbyO3XoHaWow2Zs18H5fuR485SW/AzX1rl8tv0cKxfSSlOpB67DZPy7wxnZFBi5vVMkBHQyFK5jPrvyVWKyEXgP3PniCMHhuO0AAAAAElFTkSuQmCC). Where lcm can be computed as follows: ![\operatorname{lcm}(a,b)=\frac{|a\cdot b|}{\operatorname{gcd}(a,b)}.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALMAAAAvBAMAAABanub4AAAAMFBMVEX///8AAAC2trYwMDAiIiKKiorm5uYEBAR0dHQMDAzMzMxAQEBQUFBiYmIWFhaenp4SGdp+AAADY0lEQVRYCbWWT2gTQRTGv2ySbbrJtmmlpbVWE1sQ7cF6ERSqFRRKe8nNHqcqiuChHhrEisT2UqiBoJcg/klREC1C9FREa7wICoYcpFQ00KN4KPEk0otvkv0zm02bbNjOIfPeN29+mczmfSzQ9Ahl7Fu/2KVmFK8VrZzJAiebAdn3VKHhie0aOsp2Df2dftguXciEu+it5E/jIfSvH3fx1IFRpUdHS/sw7yI6msFeHa2m8MdF9Fm0hwmt7KEPXxZ3XET3IzTK0bP00RLDCffQSifaCoywfEwx3HIR3Y2pSKIMJjT88XpoWavVJmZNzYwa/R4+XohoSlvmaqkeusq95kyYNSL0UPLaV11UVt5UdePAOX1Nm9WSKTzrA4LMzC1RtT3xRUujyzcs9cBTMe8C5GFREOK6aKSFah6OC7nUTckHQRBDx2hlQ9hOHQYMCoIYOkarOWE7dRj1giCIYTAjZpX4rUVKQxopssGZyW8vF8aoX2O0qhuapzjP4CtZ6h0kaRxigWHMZoJjWGJoyQCGoUVztBIscNrqJh+jPGx4pPEQ3g3chxqGpwQPAwxD+87tJ5RrmFVVmFYOcOUR1OkymmLN0IAJBMJQ+YWLo6OBUa5Pt3fymdApHa0ZGjADb8qOFr9mxzgt6aeuoBkMQ5O70ZLTLqTZu0bMOHVrBIpuaHIY5xmCiR2PRouytYDpaRp/MygYaC/9+cqG9pz+GL/lJ0BbRC+tMSsHSaxlaFcKWO7NSSNJDPXmPvcdPfYLAXpoZUNbSgHLi4TdrmXKXxS6DdQ0NEJXD5mIlZHQ5i1trj3lHRgauW5lxLTZYpT6ojETumFDu6jtkkuVQMoamFpBHo0bmj9RIagayFsLaGp5NG5omDP38WjNmvJs8cfkaQwU16C8X8jDTUPzbyjxI1Kc3sMOM2xua2j2I9VXfFn0oDWHU9QMyLtqaL5hdGGJnjI3NkLTYeoYWv3jahVSvJ1eHSMAN7YK2i1Dk5JJhiidmhtb+UJqGlrDRxUKVUYJ3bWf3/UqmjE0gWYJA58u02XchIp/kB/DG3NkaBZUdSJf79gfwcB6AdLKwutxh4ZWTbPklyJ4NW0qTg3N3GmP7pL0QJAdGpqw0xa+YJA2BNWhoQk7baHyrmi8+vJFh4Zm4+0k1Da0/w+y7p5mNEk5AAAAAElFTkSuQmCC)

1. Select random integer *g* where ![g\in \mathbb Z^{*}_{n^{2}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD4AAAAVBAMAAADshECCAAAAMFBMVEX///8AAABiYmKKiooWFha2trYiIiJ0dHTm5uYMDAxAQEDMzMwEBAQwMDBQUFCenp6pw5bIAAABUUlEQVQoFWNgwAUacElAxRNwyLM7iqSJ5TC4PsWhgM+JgXVBOQPTJBz6eQsY2DoSGNa9W4CmwNbF5QFQiJeBQZ0rgCHgQgCq/JalMD5HQhSQWQDjKim7ApkcU2F8Bq6ADDibgYGtgEkCyOU1gItFscP1AsVUGJgnAClOuDRDRhuUzawFVCjOwLUAyA/bDQQNIAn2AphL2hlmMzBLM3CCjIu8CwRgc9tYLzBwLACp/MZwmYFJgKFxA5DNBhIAg6VsDQzMD0BMDobTDOwTGGxAbN4AEAkErAuMGBh6wCYx8BUwcB/gmAsS5vAGkUDA1pDAwOoLUW0M5NeVu4PFt2iDKQablGlpEz071MK1GPgN9gPFOEQhEtDwhXDYORUYGTYKSgDdwHwAIoRCcvQw7AQLPGTo/IAiA+WYMeiBWbZFsNBAVbWIYTbED6jCcF42w3WQuQA2wUN0c970LAAAAABJRU5ErkJggg==)
2. Ensure *n* divides the order of *g* by checking the existence of the following [modular multiplicative inverse](http://en.wikipedia.org/wiki/Modular_multiplicative_inverse): ![\mu = (L(g^{\lambda} \mod n^{2}))^{-1} \mod n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARcAAAAXBAMAAADTihZTAAAAMFBMVEX///8AAAB0dHQiIiLm5uYEBARAQECKioq2trYWFhZiYmIMDAyenp4wMDDMzMxQUFAVgf8OAAAD40lEQVRIDa1WW2gcVRj+dnZ2ZrKZvbRGWy+USYWiEXEN3p7KRLyAQSg+2BcrK4G1Fq1pRCQKZUKhLwqu4os+yKZp85BaupaiIlaTl0IFYRVU8KFOBIsiSqgXEFH8/rntXJbtrvGD/5z//8///fnmnLOHAIPBfHuwOsBcuSdVWnJTiU2Hfw/a4SEs2Ila/YSbiIcO7IihBt5UNxWt9XTWkFuVWjEfBTf0/tNc6dL/CRrkW306/eB0Fw1MuTcxFPPRV0ycGhKS8zsMl67+lmNxNVjR24HTa/q9Gc/+Ac2GZ362r5gkNd4m8MsdOsY2iX4OUrj0WOj1mCtxMXodKhuILTcaDQt9xSSoPVoj7zJbHJOl3TIQRueU7/QcEx0/hY2nWSbmYXNifpQe+TaHcvjJ8+h3g+NijOMPOjhCrpiHzYk5LT1ydQ7FDXEp6g1ogesnkmNczPqWLUCB62ICc/FJ3+k5xqmAUsP9drLubgkXZjnkZSiuzDucYjiyd27pl52TwKsTvwGXjt3WlEX9lD5xh1+VXyWXloFx5wsTu7+70YJx+bTdpb7YmVtiiHwdhzjhqTcFNXEfl2Hc5uDt8CQWxY/jUVebxLptNjFtG2cx4olRChfxrF+ltfhzomVROIgZqzyGC1DPIqJa+1xv53OzmElxvKv7pSRzNjemiZdSBTiHYpWPW2EWWme0BX+vD7PVV35lZQMQy2K0g0XgBuwFnkFI1d1tKNVZvGDjrRSnKvE+mp3jkLPQ4JTAhyjuoZg1F0p1fTUQY68Bj/hlxTo/gpYF//4JijF3cO8RUlWzioLF4pNQt6c4Iqa8lU+FJWIOuTiTKgDFtClm3IayY80JxOBXcP899BVzkmIUFo67EbVS46GTeRfMqsyxOyMdFUov2nJMi1DpJxGI8XZmIdwZ7nClSQLR55ha/PxwZyLqSAt/quRthVazpEEXH9At7QEewKgD3AKdfhKBGLkzNW681vSWt2PUanmeZvEC07JgtYiROzMjd8an5hycKfJpvQ4v11tJ0tcMCx2U30dpFvge053kOsJj0pv4yTXbmPbE8OBz91le6YgDiGURiplH+WNEVN62sXt5FOeOHf4mRdvFz7r9vcZrVSh1Htjlm61U06PXb/x1zSufv47zKweBozt3XeWyQulAW/ErC5zEMjCe+KTy7v7PrrXMA8tul3orcKDlPTMZxnSUUdviTjlRYkDnPOvEhgTfhgw0J0rt5+8bz0fhoM5FFooNCT4zGajdO/IwKlX1o0zFFRJGnZeRNiye60WYi5K6pX+x7EThgE6JdWL/CxQnatP97zFKXdk5zhKxIfEvU/XxnSQJnW4AAAAASUVORK5CYII=),

where function *L* is defined as ![L(u) = \frac{u-1}{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHIAAAApBAMAAAAbumB6AAAAMFBMVEX///8AAABiYmIiIiIEBAQwMDBQUFC2traKiorm5uYMDAxAQEB0dHTMzMwWFhaenp5EnZoeAAACBElEQVRIDbWUv2vbQBTHv5It2aqt2IEMNo1BYLKkDbh/QIgXQ7cY03ZpIO7QQoYEe8jURWQrZNDiISSDx0IyOFlCaTFKIGSVCx5bEi/tVNw/oNB3sk75ZclnQd6g9+697+fenaQ7IIppnSgUY36WIpKtblQSymOT+sIQtbv7Euwpq1XkIpH/ZoxEPhJp9Ry5TaT+g5nF5hBcLbagdEjef83MmIYcIG66rRjkmmjPVfT2bI8ZR2qjpOduC3/jXTKs5+ZInG7chtx4+7z//E5SPX66wRLFuTf0lIde8YvnBVzC/cx9rmzxYLKX3c+8zIUp3pwngn2sTTX9igsSJR5N9FKHJHLd15X9aFLQNEkRo8f3dSgGsEJDMTuzSBd3AOM9JBM4YVj3D7MJC3/FlJKFjDNAk2b5wMZCViGVJQGaXsAixc/uUbPjjd7qPEE2kVCv8HYMeW+im2G6QG/WotVixsBL+m3d1YrsUykD+3jSoLc01PMHwLebWcOjeBX6Zygm9TTV7CfgV7jer6ZeHH69ziLdARJrSzUbKPs1oUBrc1mG5pjKTrlacXgk6P3D9VEQ8GVJ2wurfko0uBwJZSsQ2KnuFoOrgRgV7IqTqocJgmpJJze6soMEgXktk0XcDiyHFdQSetH2SSdia8xFHtbMq0kNHMkCuoeSvwA7SxHsgu4ow+f+A22IZRj9QP9TAAAAAElFTkSuQmCC).

Note that the notation ![\frac{a}{b}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAkBAMAAACteN32AAAAMFBMVEX///8EBAQwMDCKiooMDAzm5uYWFha2trbMzMwiIiJQUFBiYmJ0dHRAQECenp4AAAAdozxrAAAAAXRSTlMAQObYZgAAAJFJREFUCB1jYOC7s3sBAwPDSYb+AwwM7D8Y+BsYGDgnMLwHivFvYFgJpPoLGLJZgVQA63ceBgaWAq6v5UCVd7au2gCUJBP8B4EP+DV3/oXIfwZT7F/BFLcDmOK8AKb4dx8KADLqF/AoAKktDHwgI+cy8IAoYQYmBwYG1q8MjAuA1AcGQ5DKDFY/IMnQe7aAgQEAvN4n7/2sSb0AAAAASUVORK5CYII=)does not denote the modular multiplication of *a* times the [modular multiplicative inverse](http://en.wikipedia.org/wiki/Modular_multiplicative_inverse) of *b* but rather the [quotient](http://en.wikipedia.org/wiki/Quotient) of *a* divided by *b*, i.e., the largest integer value ![v \ge 0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAARBAMAAABQu4N8AAAAMFBMVEX///8MDAxAQEC2traKiooiIiIWFhbm5uZQUFBiYmIEBASenp4wMDB0dHTMzMwAAABmwGk5AAAAAXRSTlMAQObYZgAAALtJREFUGBljYMAEfJozEILME+DswgKWADiH4Vo7jN3DwLAaxgbSbnpQjiQDQxCSOMPWcxDeFwaGYwx8dzbwLoDK2gSDGHxAcS0GTo4D3N+h4gxvsuHi+9gmMMBt55SFixe8L2CAObESaCPMHIY2Bph4RS5ImIHhL8hehkwG7gdg7qMUMMXAANSVBPICJ5hvEw0VZoD4K5fBDyTADHYjWKrwASgc3sw1gCmE0ny6SOGGJkeQy5wGAkB3QAAAjWIpre6v4BgAAAAASUVORK5CYII=)to satisfy the relation ![a \ge vb](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAAARBAMAAAB6C3LTAAAAMFBMVEX///8AAACenp5AQEB0dHRiYmJQUFAiIiLMzMy2trYWFhbm5uYMDAyKioowMDAEBATXOzCKAAAA9UlEQVQYGWNgwAHahZEkOAOQOCCmLDLfKxuZx8ApjcK9ZYHMZT2AzGNgUH+BxGc3AHGYTEIToILzKsGMlkcM/gyMoX4bGBjcGRodoJIMfYtArIA8BsUNExNYHjBwSjAwNsAkWY8AWUwNSxnYGWIYmAQY2AsYFGFyW4+CWNwc0gysDMUMLAIMjAEM6VDJbUsgDLYFQMm/DHwHGBonMCzlBgs2r4Uq4gpg0OCWZuBPYGjcwC3JAhKdVwSVY+BXYAjgFmC4v4GBZwKb9EygMCfEGyAFXA68DQwruA8BBU2i09CCleOpJwNDs/MEmEmU0JyrQGAxihEAaqAun6DkX/0AAAAASUVORK5CYII=).

* The public (encryption) key is (*n*,*g*).
* The private (decryption) key is (λ,μ).

If using p,q of equivalent length, a simpler variant of the above key generation steps would be to set ![g = n+1, \lambda = \varphi(n),](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK0AAAAVBAMAAADGGHNoAAAAMFBMVEX///8AAABiYmKKiooWFha2trYiIiJ0dHTm5uYMDAxAQEDMzMwEBAQwMDBQUFCenp6pw5bIAAACWklEQVQ4Ea1TO4gTURQ9mTHJZL4ry+qKzbAuYiMEQSxUCBK1UUhlvWwl2MwGFgVRZis/oKYTFoRRtF2zvWIUxEpMZbHbRBCL1SILNgqiZ97Mm8w4M4KQW7x37rnnndy57wWYVmixkT8tw9jna7yv/o/v3VhcXS47pYzjiu6XSfK8cU5yu32J/tpfylwbSlS+xzPTthJfc1SivpLwzxNUCmqy8lECeyBRdjdaSX4pQaUg71udKxYro4Q3Y7Rw6GzChUA9qnYvR0zeF+sZLZNrwOMPqDWBY8MTh32gFt1gzVPmWdbbYYRzrJvb2ODOKPD9JgpPhXqJWGvCuv4dJu/Te9/XR3RySQOLUHsCyOVkpYmtKCnwXYm6kWIowHHYfsWH2p+FFQD2SBT3Q2eSCn8XeBfleV9ncZiSEtLXQx0Vdu7MwPTIBKFCPYgGk3R8gRFOxmq3L0STAZL38EuZSUtDX6fPhb6wl7DpS1/q1vokJ/PFGdgt1hm5fp2WNhsWJvO12Sx+g3PAHhef+eKjOdR7OBUqUzHHL3BFnvP94eNiSklodWw4ARodoNLBQ45FF59vDLRHWSXHVLktapl+jTeA8xZY8TNybb37irdsNQHey/wttt3BCxe4efV8Roj6EPpCRMl+d/Zu+MYBoMHTJs+k4/7rfWM+zgC4ATxxKQA2e1RoJX8hlqQvIY+KNb+EHtDEKoo/uXrQoA5EWrRYaVJNJxNsRI7PEmabqIlPuDNOqH+CB8VVZSj4e7JaDdj9GKe7k1+SpeLdLaZrnuDVaOMNMuWrmFqsxk5HxP4HVhVyZZ5nqKUAAAAASUVORK5CYII=)and ![\mu = \varphi(n)^{-1} \mod n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKwAAAAXBAMAAABkErldAAAAMFBMVEX///8AAAB0dHQiIiLm5uYEBARAQECKioq2trYWFhZiYmIMDAyenp4wMDDMzMxQUFAVgf8OAAACaklEQVQ4Ea2VTWgTURDH/9lsNunLJhtsqUVB1iIigepSxKMsoqcifhz0orIqBBXRbb1ID2VLoRcFgzc9La2nihBEPAiF5FJQPMSLBw9hexHBDwLqQQRx9u1X1oRlg5nDvnkz//ll3uxLAgxlnaHUacWLl9Iqk3Sin9RD0Uiwf3zcgVTYT1YoS3RY009LeqBL6vZnPVAlr1+DtNgGq9VqV4AkrJISezTA4mbgjQBbjj59ZYRY1g1gyPnem0kzjPU58SEIGk7occ0+4PIFZAmx2F5Yp2S2GRfw3cr5hfVv07PAg+oP4OPaIX66/LN89TDlswbmXdn1R65p5IkmSgdfI+cA6kVH6gKSTeE+O+dIs9jW5Trm9MILjHGskOvgNkkzJq7GKxhwF4qe0ZF3dqJkAAqh+20TrIJMM2dCahdteENYIt570i7reBwvIawKARnqW64gpwLMiCu83Suw04RtORAq200fq7eAs5R/CnEqXsQgO2AuFopGp0zANgi7V4ewp2X5WHxHeYIqj0CuUGXPbBVqFW9BQ8CYjV/0yzB4CNSti+XdLgfd0tGVOlXugKSphI2sZCmQDRQtGryF5zQTSY2ykedj3dlqNFuJvzJMoajaKOzCPcOOtOSJL6tfaOolE6BBTRyjpq2YwN/42Hwdnx25gTmOpbeROa6Cba4tffin6tSZ8SYgGMAMcMNG+HVAr63u7v6evP/uIbY2bgGr0/vHHUoLbUgb/Nr2aj2/4S4if/LAlhce4knXrM/KHvBamOiEXlqHrm2fsTYPnQwSBSPwUq93BiizKg/mvYVe3gDNf4SCP5snQzP+Aq2ki3swcom/AAAAAElFTkSuQmCC), where ![\varphi(n) = (p-1)(q-1)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALYAAAAVBAMAAAAZVgl3AAAAMFBMVEX///8iIiIMDAxQUFC2trZiYmIWFhbMzMwwMDCKioqenp4EBARAQEDm5uZ0dHQAAADSTEwDAAAAAXRSTlMAQObYZgAAAs5JREFUOBFtVE1oE0EYfWl+Nn+bxJMoCD30IogECnpRWMFjwRRvoqD4czWnWkQxHsQqAXPQawkIHkTQi/hzcVGbg6Bd9FJBbLQNelCo0IMVW/2+b3Z2Zjf5DjNv3vfey8wwG0CXG4JAE2YeQXFT0dpn5IJi9P6wuZoQAenmECWEUmpfQlPxDJHthrg8tMtjRhUh1wdEme1GnAGfCL41y1kN3ZZG4ewkCeZnaoAoI1+o5sk5RcOSIbZH8E2EFEiNuJKlHmWDlcYX2dw2Z5e7mnBOaoRDEVJgJrGWZZ6zSWn5LNlVwhlWSGXrGqEUIQWOJtaylGxSWj5Lxtl4BPwEFp8j1QHutOanAyDVtVQEdwDF6Y8r/Rgr2aRkH+4OLsWakOydcDvIf7uHUhPoP22W63RRDRL2znHV2PKEdpfbxZNVkk1K9lVqzmOrRVCyF5AFbiMdVAMUmhvI+/ScKd+uTeBwqYOzNgfJJiX5cCRw12NNlT3J2X1UUKUnVVxDqU+b9OPCNfoCrwSgrTkXuCgNKpuU5MM2kBOQ5mVuquzjlF1s0sCadA2UMSobX+FsALNzXA12y77D7C12wpHmNW7q7DRtGvflbLkG9tHfgNyJdd90J2ijwlszZd1JZh25uukwkvueRN5Lo+hjzAOqHvbSFZX7iNUErZ6BftguySblmAdnE8tduxdmv4O7Z3CxTWfsAA+Bzc9AzosLb9B5t/AlTko2Kdk3gVvxptr3GeDDi19dekc+8B1YoN0lv50f1N29Et92evHvQVGyb2rQi2cf+PcqkG8H49xwZWSEBzKa4T2dyjdLC5FS+U5bpIZFn847LqvXmsP1CClQ9jBGJx9RrBTfnxHNfJOeXEsa0V9ixk8I6a90mXTDJUr2ZfgpJWuKiFRf2IKa6PyytIf5wvmb9lpjUbLv5W9Pc2ZuGYjVEJ+wOAUr3hAlhFJqX0KTDfAfwueocQSLjJMAAAAASUVORK5CYII=).[[1]](http://en.wikipedia.org/wiki/Paillier_cryptosystem#cite_note-katzLindell-0)

**[**[**edit**](http://en.wikipedia.org/w/index.php?title=Paillier_cryptosystem&action=edit&section=3)**] Encryption**

1. Let *m* be a message to be encrypted where ![m\in \mathbb Z_{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD8AAAARBAMAAACY12mqAAAAMFBMVEX///8AAACKiopiYmIwMDB0dHQiIiLm5ubMzMwEBARAQEC2trYWFhaenp5QUFAMDAy7YVeaAAABJ0lEQVQoFWNgwAZiBI8lpk3AJgMVe2PAsIs1AI8CVwaG9DJs8kw+Z86BxB0YmANWY1HAcWoDTLSMewGUyWTCFJzeHKIA4tbD5RlWsxVAFbByejAsCeAWAHGdoGIMDNwLQmFsDUYFBh8GiIIPMEEGtvIEGLvgIgPDVAbmA0A+d0ZHR0c7WCKUC2HbMwZ2CQaeByAFX1xcXIA+ZGBgT9jCwFAFYgHBYQamCQyFDSA3JYD4IMC1IZ2BQQ/CZpBm4HJgsOdQAHK9oUIMu5gMGNinFmcHL2Bg4BVg4A9g8GMGydU0gEggSGdjYNjjHfCZAeg5VgcGzgKGLdYgcY7DDSCKgWna+bR8me/lEzgQ/gJLMMCCGspLYH4AYeEguQz4W3FIQYTZGlhiGQDT7jtbiXsaGgAAAABJRU5ErkJggg==)
2. Select random *r* where ![r\in \mathbb Z^{*}_{n} ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAAAVBAMAAADhmjDFAAAAMFBMVEX///8AAACKiopiYmIwMDB0dHS2trYEBAQiIiLm5ubMzMyenp5QUFAWFhZAQEAMDAxoSq5BAAABEUlEQVQoFWNgwAUm4JIAiTdgk2S9KNsh0c5w7Rg2WZ7LDGwPQhmYP2PTyRLAwDGzgeHNmQfIsip37x4A8lkYGEz5EhgSHBKQJNc+g3E4G/KAzAAgZjJhDUkA0pzfgAQE8CV0Qlms7J0LQYpYFKACDAx5rCABENBi3MAGovlBBAR0zoCxJmyEsDJWAQE4VFgD4LYznIBI5rsAAdi4GWwODJwPIKKXIRQHhAKSzzgmMDAdgHDFIBRLAoQGBo8yA8N0iJO4BSCCnLegkhwTGhjYrkCUsjpABddaQRjqvT86Pt6faZFqB5UAU9Dggwix8hswIkuisDmnM6xHEUDhaDDYoPBROI8ZfkFcjCIK5XQxuG4AAPgxPRsBpQgIAAAAAElFTkSuQmCC)
3. Compute ciphertext as: ![ c=g^m \cdot r^n \mod n^2 ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK4AAAAWBAMAAACru7rFAAAAMFBMVEX///8AAADMzMxAQEBiYmJ0dHSenp4WFhbm5ua2trZQUFAiIiKKiooMDAwEBAQwMDD9wrU9AAACR0lEQVQ4EbVUP2gTURj/9ZJc7y6XNC1YAzpckA4KlmhvkQ5eiC4NypUmChUxhUJHsym4XMRCl8oV271LcZNQ6OAiFStF/EMVK8Wpo6DgLR0EB797Fy/vPdMp5hvufb/f9/t+uffdewH6EPMVvw+u0Bw93w9fNYfRY3y1ylp5bUooPnpeLQqECM5yW/e1EbEYo1TGGdjOxjBM3M/ICYQInjU4bBz3BtpjnMcCpwSWDpU9gRCBwfu+EmsceosZ2B5HwGwl13ks5byv6mhSNYY2fuObE0NKEk5mjMdSzvuuLr2RqjHcxH1s1WNISdoausFjKed8leHhHKDYNUmSvLLri9ROUPslMvqLd9XNsVsu9I0pDzhzdZbNdyd4XSEYxoK3Uqdd3gvjAWO2UPJYEj/c7w9PxCBKshcx6Sp5+rjaAfQDDDJf96eVWGcCZQTnxJZkA+9FxrRGIe0AmQAl0Pn/AVxGxgGbg2mdxlCRNadbogcw4GKiwxUCQKMbJAdZXSdflW7ANAr1yDcUZl0mbUYL1/bSwn4HjhcpN1odop2R7zXyTdE/wbQ150e+obDgMcWKzxZuviX8cw0HHSbiH23f6H3pC0XngYRPo7PbtKBYfANuwzwUCBpN9OM82/YN5zsZzjfRCKsk3E8yWXobq7weGMdyIDKYkzDBv767UD5B3cMy8yVhfpGJNbtaF7tSGzddkcEdCQP6ha/Gx0t3T7qqXbaAJ7WZU7SEQtuhtXs0/e58b6yHD70ZdO82ctqX7pXeWPOo/B/G8Afc4G+QeWv43AAAAABJRU5ErkJggg==)

**[**[**edit**](http://en.wikipedia.org/w/index.php?title=Paillier_cryptosystem&action=edit&section=4)**] Decryption**

1. Ciphertext ![c\in \mathbb Z^{*}_{n^{2}} ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD0AAAAVBAMAAAAHs/uBAAAAMFBMVEX///8AAADMzMxAQEBiYmJ0dHSenp4WFhbm5ua2trZQUFAiIiKKioowMDAMDAwEBAQoDaSiAAABQElEQVQoFWNgwAE4cIjDhLlhDHQ6XLB64+4P7LNmo0tA+csdGCazBjD4OeCQv8rAsKObgXnVYjR5nuvlVSChCwwsAZYMnLycqPJMxRNgAt2cBgwMrDAek0koiNkHl2aw5G6ASQLp9IaJCUDqDlyI0wCsAcpnEmLQAjEfQPkMDNwdG6DsI6ZAHoTDuUlJSUkDLB7KDLWKI4BPgaExACzI+fbu3btArzEwcGyYy8DQDGKxbeA9wDARqhhiDFCUecIOBoZTIHmGBn6gfgUGJgUg+yYQg8FkHgcGjq8Q9lKg/QcYpoA47QoQIYYdwJiZDlHNcwBonUlIAkiGqUQBRDHw/K7bvU/8RcvOEAOGHKYEsBiYgIUvRCTgCYMAk6BgA0IeldXxgekBqggqj2cDywJUEVQeswOfKqoIKo9bgTcMJAIAwTNCvsXi60YAAAAASUVORK5CYII=)
2. Compute message: ![m = L(c^{\lambda} \mod n^{2}) \cdot \mu \mod n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARMAAAAXBAMAAADaYbYpAAAAMFBMVEX///8AAACKiopiYmIwMDB0dHQiIiLm5ubMzMwEBARAQEC2trYWFhaenp5QUFAMDAy7YVeaAAADuklEQVRIDa1WTWgcZRh+dmZ3Z2dm/xqoG02LixLwkMNK2pQqmhEvVSRMmqaHFsoqpMZ6mdiK0EtnsUKtB0OIFArCSkso1soGJIdCZUqRePCwS3sKHvZQ4w+CW3+I9CC+3/fNfDO7sNvdpN/h/Z73fZ/n2TfffDsboJ+V+b4fFuNkxt/tl7pN3v1+daex6vTLHZCnCf5Cv/4NxOr9cgcc5RfBT5Z66D6phU0TC+7xMH0Uikq7cieenKKeWhcEpdWVCPzqRZu/wXCieU/cLu1CNYdY47zfvfh5FxorZ71IU6lCsyJ5b9gm7UZVC6wzL9qmta8bj+ptfnfh4EYPcnurTdreCrMkeyQpTxTG0OveRv3MA+/VsBbaPAJFpV2psSq11Cbvp9ZhCMTTzhD1q+zaBeidjK55VAplnzLz9odHip3sVVZJsnBxv00xstaWRicuzM4B3878zNonPNbkRoKVrIud4lFol2QC851nZuY/OmrD/OllJ5Q+a41OUJrQD+GqbeYZ/6sf2Cpz6TT1oLv0/lw39/JKGC67xhwqTsbDOcfcQtpjLWb0teAYJbFTPAWFW/sF/RpW7FQBP0LbgpTayy479ediRbwBMYrP59trLMZonoqbavJKGP6GmqdXmV6EYeVK/rVlRq8LTrYpuUMwyjIBchaeB/ZiCbiKQKq4Q4hXAacBfAbVi/A5XKboxCic7OwAf0FdpFEaLhL5St0fRRhxslqlrWJRMAtIh0dEo5RwkEbJDAPTCKRaJg/dJvYmtGGkm4SiK7Ub0GwaRSPQuWiUFo1CzzAx3KgFX+ZN0MnzxUf5uEqYeAs1UeSRRpmkURJEnHalNFumx039O1AW6W3NYOSuJGhu1aEHZI5EnHzoj8JPZTU4FTLKesyFXjRNvlFIVtHwf8Z4yR9FnIqU0sH9zlgjMCxMpoqcKkN8ETiLXI0dGS7IsgD+KOyulMnc8Hh5BDm7xJFhCx5dNhsriSCh3R+F3ZUVlghprIZ/VPqC5MkBU4Talm4h9SfiReAtmOIDwr4/iuLhUzfTwjmPtcgo9oGYIV0LuKsl82HUOhhlDKl/IaV0XQvv03fQgu7gmxcDsdiNNx9+eTuPRJXOZv9Loibjzaebfzx165XvsDF+Dbg5e+wJl3pkZIwLji6pk68ePh+xNr/4L/vg+r09dubKC6QJpEeAK51/rrTwgdbqrPSVb0jWKYl2DK5vy+GQVPGfd5ntCJzZjtqsBip6rTy2pYh7OJhfXNKVsoQ7BwP8cyg/7IBEA4H/AQLP3TXL6R+0AAAAAElFTkSuQmCC)

Cramer–Shoup cryptosystem

Cramer–Shoup consists of three algorithms: the key generator, the encryption algorithm, and the decryption algorithm.

The key generator works as follows:

* [Alice](http://en.wikipedia.org/wiki/Alice_and_Bob) generates an efficient description of a [cyclic group](http://en.wikipedia.org/wiki/Cyclic_group) *G* of order *q* with two distinct, random [generators](http://en.wikipedia.org/wiki/Generating_set_of_a_group) *g*1,*g*2.
* Alice chooses five random values (*x*1,*x*2,*y*1,*y*2,*z*) from ![\{0, \ldots, q-1\}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHMAAAAUBAMAAABMnB83AAAAMFBMVEX///8AAADMzMxQUFC2traenp4EBAQwMDAiIiIWFhZAQEAMDAzm5uZ0dHRiYmKKiooiTlpUAAABZ0lEQVQ4EWNgYFA2YSAVsNodAGlhTWFgYFr3mHjdp6CaGBjYCxgYTh/gbyBWL9MMkMouEMEB1GrOwJAKYhMBeKrAWttBSkFa90GNIUIrA0MFSBVcqzwDQyVR2kCKULQyAbUuw6U1+J4WqhRCK+cCBnxaeRuY8rBoBesPU8Cr1fEAjwgWrW4BDAzue4DRisfBHQysAkCtSiCgAzYDbCHTLgcGhtsHGBhkcQeTLANzA9DwchCoQ2hVA9rKwG0AjpxZYGEMgkWEgROoABmAbV0BEsGfJJhkGA6CLEACYK3weD2tAEyIag8YGHiAoQnCDMeAHHDQbmEoRNIGYqJqZVoLTP6KG9C1SgMVet1biarVSnDxAaTUBJG8gKqGgYEXLDAZXRjEhzsYIvkBXQ0/WEAUXRjEB2vlaoBK8aAFBwPDUZAMiwxUHoUCRwgTLLvxociBOA9AxGpxBxCFCviTwPxzT1CFieCBCxgAs5xJ0/O782IAAAAASUVORK5CYII=).
* Alice computes ![c = {g}_{1}^{x_1} g_{2}^{x_2}, d = {g}_{1}^{y_1} g_{2}^{y_2}, h = {g}_{1}^{z}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPQAAAAVCAMAAABG6TPrAAAAM1BMVEX////o6OhsbGxKSkpaWlqSkpK7u7sUFBSmpqYsLCwEBATR0dE6OjogICAAAAB+fn4LCwu1HkMMAAADdUlEQVRYCc1W6bK0KgwMsgyKI77/096EVYLAmarvx6XOIjQ0HcgCwP+qeWkBvi+ShsDL3H895KzUenM97RDop05GvJAbWDTa+nZWBqw6TYv82DsPbfBcf2oe7Ad23LdTlYCBKrNff9lHiMOBUuDxt2kJcBuIW7SIvs5mYNoxRmw/TA9cQsAm6YurysCLqihCfeL/xV+Pt/zFm7DMaIiAw2GCm3Yzr2jArmO2bmg9sOswp1MFAXhVRQv2cFZLerxhQT7R0WcA3M1I3PUSbWxO7doovw6sv7SGQwCtY6oq0KsKtMffNjO7UZTHGD1ABoRsvRudjp/CzAyNXrFxhtkCxPSmT+0plTBVFehVEae5/raTA0plHT1AAowGwzLZ+UOMuk3fnxgNYpNqdRFWKqNxZ6CfpyoGvKhyUvltFdKJ5gBDF+3Pbw7qBnDHdfGMeHuvzpV8iDRFPpiPBUEZedIkHqe6agopqhjwosp8HJh7EdKZxvKYGwJZrLsk3sUqrjNNXiUOtGXDUhGaerY8BTTFjeVnjGNDoCx1RA93uYonf77NMc2a3wfl5T5e6Xv+k/xp0Q6Ks5Bh2MQhUOad5NirkB7SDIHKTyFtFymD04hrXeZ08J4SZmVDGAJ1ykXntQjpSuNUE2YFcEp1aTvuEaq0nKeMQpNl2TYcnu5RyrgKVYFciIkqwFCUvciKR5V+26DQeI/55dEyIPA63w8uVulPlfrgr4Ncv4mRKmYVfqMI0DiRi8rAWFRMBFili4KHTfkz02C/fW9lILCUuM3L6H+o0mR5yQ9PNH1nmqr/JnPFOauj9AoS3xD7ragM9KLckfI1PmbAX9bNgijToJB3fkB3aV5ehT5UaXzj2sZDmOE9v9m1VotXij/VFkO6FYUFNQJcFLjjiDv7XUtzqvkLItNwows/csln1Sv04alhbz9zJKr7nX7+xmHnlLrRu5jRhCW3a0ThcPY3QXfQpCda1LcFv2fHlugjsZsFZ9pqyN9LKSM63lxvdAK4qGJ0YZh/LPiNgtayfKZz1ooO+euU5kuiveITd2mMfgCdKDML4oYeHjRtTFcAX7eAr+DafqAf81e6/kt+rf+moGmNLkAnCp4R2FM2I5Xfq2N/XGEBwuu2eRD+QA+FBndt9DcqeEfYFJNMFGSgF8Uppv1M000aAt3M6UChSfr/A/PPHfjbZDjhAAAAAElFTkSuQmCC).
* Alice publishes (*c*,*d*,*h*), along with the description of *G*,*q*,*g*1,*g*2, as her [public key](http://en.wikipedia.org/wiki/Public_key). Alice retains (*x*1,*x*2,*y*1,*y*2,*z*) as her [secret key](http://en.wikipedia.org/wiki/Secret_key). The group can be shared between users of the system.

The encryption algorithm works as follows: to encrypt a message *m* to Alice under her public key (*G*,*q*,*g*1,*g*2,*c*,*d*,*h*),

* Bob converts *m* into an element of *G*.
* Bob chooses a random *k* from ![\{0, \ldots, q-1\}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHMAAAAUBAMAAABMnB83AAAAMFBMVEX///8AAADMzMxQUFC2traenp4EBAQwMDAiIiIWFhZAQEAMDAzm5uZ0dHRiYmKKiooiTlpUAAABZ0lEQVQ4EWNgYFA2YSAVsNodAGlhTWFgYFr3mHjdp6CaGBjYCxgYTh/gbyBWL9MMkMouEMEB1GrOwJAKYhMBeKrAWttBSkFa90GNIUIrA0MFSBVcqzwDQyVR2kCKULQyAbUuw6U1+J4WqhRCK+cCBnxaeRuY8rBoBesPU8Cr1fEAjwgWrW4BDAzue4DRisfBHQysAkCtSiCgAzYDbCHTLgcGhtsHGBhkcQeTLANzA9DwchCoQ2hVA9rKwG0AjpxZYGEMgkWEgROoABmAbV0BEsGfJJhkGA6CLEACYK3weD2tAEyIag8YGHiAoQnCDMeAHHDQbmEoRNIGYqJqZVoLTP6KG9C1SgMVet1biarVSnDxAaTUBJG8gKqGgYEXLDAZXRjEhzsYIvkBXQ0/WEAUXRjEB2vlaoBK8aAFBwPDUZAMiwxUHoUCRwgTLLvxociBOA9AxGpxBxCFCviTwPxzT1CFieCBCxgAs5xJ0/O782IAAAAASUVORK5CYII=), then calculates:
  + ![u_1 = {g}_{1}^{k}, u_2 = {g}_{2}^{k}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIcAAAAYCAMAAADnCR6uAAAAM1BMVEX////o6OhaWlpKSkq7u7umpqYsLCwUFBRsbGwAAADR0dF+fn4EBAQ6OjoLCwuSkpIgICD/DPBaAAAB10lEQVRIDa2Wi5KDIAxFefkCK/7/126CECK4aqHMOAOWHOLNBSpEczNDc+gpsJMj5+mEax10c2bduvQ5rpcz+jOvddTLWaUZPq2Ls7hOjpmMFxvjNXZ7OfOmGlc+h/VyRu9/smF6OasUi/iBVTs5BsTYh/6jjDhSaQMVe48ctDLeCglB+FD7FlRwlFAjsKaZgPcdDXtVLRdCfAkqOHC6j3AwygVFOTXFG/3icasOC42p8y+IY/IWKzlGWEzBrQi0qsqG1omdFXVTe/laCA6ySulTzerpNSfcVx+sjXPThd4nhl8sjPf8XexXAkko3cMteMHBsojtsMfO8uB6knlUOEHRHrV2BAplIwvdc7J0K0KhNrgWz4N9ae7OWBEP9rjQLoOgujYIlwOLXuIw6TbIQ8GRhNZ4zMOCHnIP9ohz7Zrufw4SOr0tEojDxGHSgSm0mXyIe8xDuI+aD3tQHsHiwOcg93QTJw6TTqIp8HmhR5h1lJ5yJtNmkFHCoqHvW7TQhXTEvgP4QwCaS3lQEPwjEHDkPrTIqaVzah1rKKdpSEFOx5yUh3F8BvbtukAr3/Ix47yTjgdDX++D2+MmTnncG7IAxGHmvJOuosghnrjP2lWx/EXiJOn+AI6cDYzrrek7AAAAAElFTkSuQmCC)
  + ![e = h^k m \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAAUCAMAAADodNB0AAAAM1BMVEX////o6OhsbGwgICAsLCy7u7sUFBR+fn46OjoEBASSkpILCwumpqZaWloAAADR0dFKSkrJZnB0AAABO0lEQVQ4EaVTiXKFIAzcoByCAf7/a5tEn8VOdYY2M2og524iMCd+n/N/8CYXHiyT165PBjy4r/nBMHm9kd/TZMzlTrmesT74jHIZppUSjxBXeDp2CGi1Hac15/8MLH6gbISKv1OdLnqAZX9YRXLL6gcQv6glRk7aBp0PPDMaMxMcJ4v2QTh8H2WrvYE+HFmdjtAlce+JkDfNvmkdZ0ZAKnzLeQfETWmuA57sUXVyvUiHexUtCYUU33EZPXtVUKd4CdZj0GSs/ZS081Do9Lt/bHv6feC8iA9Zj6uyUm9T/AbF/MGKY3vCdbYii3aSFRFZis2aoXPPzOXny7ZHk427bMFdmxKaySHpxpOw/ixGDweMizPSk+AItMTM8n0RXQzsJY7AJK1I1fnkle3v8+/DAg57u0Enq3xcNdG/AF/fCQBIVixaAAAAAElFTkSuQmCC)
  + ![\alpha = H(u_1, u_2, e) \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIYAAAAUCAMAAAB/CbXrAAAAM1BMVEX////o6OhsbGxKSkp+fn67u7sUFBSmpqZaWloEBAQAAAA6OjogICCSkpLR0dEsLCwLCwuNTZUGAAACNElEQVRIDa1W25aDIAwMAhIB0f//2s0FKFvdtpwuD9U6JAyZIQrwzXD+m2iNdWYyh7M5YwDAlBMWCt7dZIbb6WmWh4mLJMIokea4TTv70KfJCBdVhLxKYKLK/Mc4JvOkqKtGy9eiZL4nsk9W9cyypo87X62Q+Z4FQNV4sfYTs5WIsuiiYauQAYOWpQp3lX2FgVnyUUXm1f1KGSyt8I6Kixh4HKpGNQoCclFXda/w7D+vML/SeurOgxY3G+/DR2NaIhxHT0kxUVgEtUZQo/gAB6ljKqlhOiV9gZmNi1lPHomdVPAYlnfn97c1Gg0ozMBtTKCgVrmS8QNWEO24QDqJe21/mGkbqkXcWzFqjsvlyRqVBu2INUosjHOs7zg6Zqj88qehZwrcCmUQjRC5H5JbH6dm1GTg1rrGoeXrNFgTOHVibpklJ4hegsnsOKB62nQa0fCtF6jva/jdJUndibCeF2huYG+xMEzkmcYDI7VK3bEkF0eCkRqwRU++Mws91rLcMZBn1Rqh7akeWDiJBkbY2RZKo2ytpYyYNpqGJfaC0fdJpnt/7DsuBpN9SQNtPOl9VnCNTJ5Ga19kCOvXXVZuNGrhYMScnM6yKWay42Ulk/YhL/b2o48FffPTm7lhyVX2JkrVjfbbMY9QZKMN02UpdLaZP/G6ebVdaPQQT97bf9Ho0E2ejn1wUx6HS2c73FQwr01gyFG2SIMfXDD/nGYI++j2z8+e5tC7LBds+rPnkvXfPgJ/AKAiD0iNZf/xAAAAAElFTkSuQmCC), where H() is a collision-resistant [cryptographic hash function](http://en.wikipedia.org/wiki/Cryptographic_hash_function).
  + ![v = c^k d^{k\alpha} \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFEAAAAUCAMAAADCxCHbAAAAM1BMVEX////o6OhaWlpKSkq7u7ssLCySkpIAAACmpqYgICA6OjrR0dFsbGwUFBR+fn4EBAQLCwvQlrXrAAABZUlEQVQ4EZVU7baEIAhERaU06/2f9oKbH6XrPcsPjw0DAo4B/GZIA38CDZzvgIrH2zmB3pTldzSDewINnAVg3eCcQANnAZwKaX/6C+SSMwrC0/nvFx7o4Ko0tB4KlDSAjmHsobKnm3hxXGf6gAKdCsBtT3fH/La1zj0u2xq4Ido4hs5RXN9S3TgX4qFr7HRwQygZkyw/GXKBG7U60KsKGaJE1iGA0oZXtDyGlalotAMh3cRgdBK9VyjjsmjQlmfq28mzxHgQKMtHF8MjAF6j3rk4gk0Ethe27q3EKxl5PJvYQr6DqxtpoQJC8JIsVmS22d8j3+XKeYwzMnwe/1JIyqdXqJcKxt/Gh3VIslBD+qZL4eRbvzmIcl+sxqnlO1mWyO3lSFXzUgZYjeXMR2bGgV/r0i7JpfY2NnlzyVNrrQ9Pm9PTozoS8lvTsSWEZJ3BXb9+QzWCOmoFXxss6rpxJfp9Ydn1B2H7B9HoN8IPAAAAAElFTkSuQmCC)
* Bob sends the ciphertext (*u*1,*u*2,*e*,*v*) to Alice.

The decryption algorithm works as follows: to decrypt a ciphertext (*u*1,*u*2,*e*,*v*) with Alice's secret key (*x*1,*x*2,*y*1,*y*2,*z*),

* Alice computes ![\alpha = H(u_1, u_2, e) \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIYAAAAUCAMAAAB/CbXrAAAAM1BMVEX////o6OhsbGxKSkp+fn67u7sUFBSmpqZaWloEBAQAAAA6OjogICCSkpLR0dEsLCwLCwuNTZUGAAACNElEQVRIDa1W25aDIAwMAhIB0f//2s0FKFvdtpwuD9U6JAyZIQrwzXD+m2iNdWYyh7M5YwDAlBMWCt7dZIbb6WmWh4mLJMIokea4TTv70KfJCBdVhLxKYKLK/Mc4JvOkqKtGy9eiZL4nsk9W9cyypo87X62Q+Z4FQNV4sfYTs5WIsuiiYauQAYOWpQp3lX2FgVnyUUXm1f1KGSyt8I6Kixh4HKpGNQoCclFXda/w7D+vML/SeurOgxY3G+/DR2NaIhxHT0kxUVgEtUZQo/gAB6ljKqlhOiV9gZmNi1lPHomdVPAYlnfn97c1Gg0ozMBtTKCgVrmS8QNWEO24QDqJe21/mGkbqkXcWzFqjsvlyRqVBu2INUosjHOs7zg6Zqj88qehZwrcCmUQjRC5H5JbH6dm1GTg1rrGoeXrNFgTOHVibpklJ4hegsnsOKB62nQa0fCtF6jva/jdJUndibCeF2huYG+xMEzkmcYDI7VK3bEkF0eCkRqwRU++Mws91rLcMZBn1Rqh7akeWDiJBkbY2RZKo2ytpYyYNpqGJfaC0fdJpnt/7DsuBpN9SQNtPOl9VnCNTJ5Ga19kCOvXXVZuNGrhYMScnM6yKWay42Ulk/YhL/b2o48FffPTm7lhyVX2JkrVjfbbMY9QZKMN02UpdLaZP/G6ebVdaPQQT97bf9Ho0E2ejn1wUx6HS2c73FQwr01gyFG2SIMfXDD/nGYI++j2z8+e5tC7LBds+rPnkvXfPgJ/AKAiD0iNZf/xAAAAAElFTkSuQmCC)and verifies that ![{u}_{1}^{x_1} u_{2}^{x_2} ({u}_{1}^{y_1} u_{2}^{y_2})^{\alpha} = v \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKYAAAAVCAMAAAD7CGWeAAAAM1BMVEX////o6OhaWlpKSkq7u7umpqYsLCwUFBRsbGwAAADR0dF+fn4EBAQ6OjoLCwuSkpIgICD/DPBaAAACxUlEQVRIDa1XiZKsIAwMCB6gg///tZuDG3zj21qqdoaxk3QbkugC/NXyiwW4Z9GekZn192vOLiHsbmI4Q7ypDb1adrAo0/r6Mu4TYvVFHl5FPPiwKJixdQH6nx7sBivGGqkiEqnIMbRylDodaA0e/9oVEbeD+pDES3R6tNO7C63xi19Kwb6Q3UCVkEwFoNYuosdM3njutpcJgji8TjiYiz1PVBvuwbiLOv+5ys2NVMBIpsKcEGO9MIvqwAujb0LAfdhhJVeqD7BnH4UN/v0RAuAtktCeqiCJym19LLMazdRDghKisBRpBToIQ7aU5/9eYQ9X4MYYZGYkUS1cHTWFA2qi8RYBu4QRE8BI1x0kd7HW2zU0fVjH6/ZKL2RqMf3oLfcrMidIptqkOiqTMyboknobEHceBxUFrpu7j6mETy6PnxLErGilQdMhbJSJuLxQjUihOiQLlYm1TdM+IwDrUBeJufuWIOGwYCyseIAq8lZ2zwjmXvLybPKMIAPXcMVEW12viGGQm8YCzlsDjhT6M0Ll6xkpMn/lPJVZeMsuKgA+6J2a9urHIBk/IzGbjYnTTTsUZ6d17PGoYJbNCHVfHATrEhedOXxYccdUkJ4pyywm3m/NEMyIwnMTuqRhJrM+89ImGyl03HE0Yungd+iZMjIypVLOJhiOnzFJCmSEbwm7oKzXLQTsJg33wQj6AJ5gLVNGRqY4kCCbDDILgrXgjvoVQwZSkf28O3F64BCkhYe1mC3wvG5lFmRgSuO9mPTZrBFI5iKIx7tsv3z6O+hUAooORA6llQkV0jHlh2Vl8uzs5W0jauKH5Rd9GbazB0DHlI0x5w3T5NWjz2blazS46tCHt5bK9N32UWbHhNU2TrAnZyquUGSa0fOduGL1kokcutdifEk95x3MT9j4NCfH+FpM29+t10wcvv0n4zVj/ifjtQca/gAX6BT43OSwHQAAAABJRU5ErkJggg==). If this test fails, further decryption is aborted and the output is rejected.
* Otherwise, Alice computes the plaintext as ![m = e / ({u}_{1}^{z}) \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF4AAAAUCAMAAAAzz3pWAAAAM1BMVEX///+7u7taWlrR0dHo6OhsbGw6OjpKSkoUFBSSkpIEBAQAAAALCwumpqYgICAsLCx+fn77ulQmAAAB2UlEQVQ4EaVVWWKEIAwNIYC4cv/TNgugMh3bTvlQQ5KX7YEAny9/mG9xd4w4Z7dBofvun6VQ1CXbq7s7RyGyFP+Jv6s/1Ro6PIALIjiJ8fny5h63EWLLtnO8aEbLJzkpip9GG2lWkMLya12j7YNsuCkNJj7kdbJxLBzEIYJHRIKAceDA4AlAYT+qjTPcyTpBmGR/24AhdSYs7RwlwSRlpsSTzvML4G3DSVp1YgoHsFg0BJRWTDrU5nMgZAcLspxWjrktTcPlnKtt0iypVoRdd6sH8/zgaqgGqw64g2NMKWaSGPicfVwZoR4iI19LyIEX5HL3Z3jGlActwqLjmapr3LCRLXq2v9QbZNLxzhVF3iXvLG2hxebEn2dnEHs/TzWPjY149XZKb2BVU491+gqvTknMebLUscR5WLOmTpJ3vwlat0UnDQpQylRL5NHeWh/tPAyoXYxCZ9K7pF8olZiwMiQuwhSurMILMVGPhyaRDxSAt4v2klEPZGOnENrMOeXkpqxSgxfOkB4CG5TX77fwfAZrV3tvoF8KJClb2hX+80vhwrDXK6015xvNQ+YXFV3g20/lorbs3Z2lF/1Pn6UTmC3PRjU3g+/Tb9u/ftdxVvvhZ1hwFkbqz/AL+9wK9XuLuToAAAAASUVORK5CYII=).

The decryption stage correctly decrypts any properly-formed ciphertext, since

![ {u}_{1}^{z} = {g}_{1}^{k z} = h^k \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHQAAAAYCAMAAAAccik0AAAAM1BMVEX////o6OhaWlpKSkq7u7umpqYsLCwUFBRsbGwAAADR0dF+fn4EBAQ6OjoLCwuSkpIgICD/DPBaAAAB0ElEQVRIDZ1Vi66DIAwtL0FQ8P+/9raAriTs0kmyjELP6RsBXi/rXkBfgT52VPAfQbp7BeLkwXBJuH8FYtxbYYJ0OwGdR5En/VDWnQA/YaCDmI/WqoA0smW9LZBBglFl77QdNFqwYZT/kULW7VaCyanpPiBG7H4o01ZKbV8JJu6xWblBzGZBf4JiB/9tDwU7FBBhUu5MHcR4YyjZ9zyw4/nWYpiXczLM+ZS0ggCUNhZ5nQOMURKmM9qWWFWVEJNT0ieVjvjpp0Fv+OelLWTQa73/9ATG3aCTd13RGM7lhk+L2incYWm+nptC5XH7I48bDunNjQrpoD5ijlqIZC8dI/qrdFBG9PX1fnZRS+p2Xrv6cJ+UYsEqNUnXJwoBBuqUmuH7QNmFXEsaNUsyT9VTcF2bnzI16N6mp5g2pWPTHMSAKQ6Qkl81SKDEFiypQPf2pE4pWWb5yWhI45xTkNfKaMRI1VVLutS9jdaSak9T+SwMz1hf6tdxTZROHVpJ17rdRH1wXE5PjehckQfNCxlRa36ZLlK3Pon9+SWL4xIRlTZeIt2Rfi6tiAzaU741xEp3bmFyuiIyl0tXr81Kd0I/O0r62Fhbz1SU65Ms0J3h69kfWswLwUmQHO4AAAAASUVORK5CYII=), and ![m = e / h^k. \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFYAAAAXBAMAAABjfKUNAAAAMFBMVEX///8AAACKiopiYmIwMDB0dHQiIiLm5ubMzMwEBARAQEC2trYWFhaenp5QUFAMDAy7YVeaAAABY0lEQVQoFY2QvUvDUBTFTxKatE2jWQTRJeCgo2idHFpw6SBSqF2colAKndrFuaA4B0VcC4pLRSsogoMUXBXq4OTion+EIHhePujDoS8H7se595eQXCCNrJs0VMzspGCdmNlLwS7EzNn9UElXkN3tAfbrQ1nJ+oDmAcZPGyrpVeCWmPkRKGGTRIkvzMHlU5O1z3WLcYSNAYte1GvNg22PrSz7a5W2zphZu04WmVwFF1XbFf7qRcgXbRF55iZPMAetKybUkuZhExEbDsLkBHgCLJ8nCMZs+w04hTEcc6IrNOoeOYbZA4lY37BmUfhMbFQ1T1SToXm4ZIn0DD1Ap8vrSN/bEb+NQwbPe2wJIzSPfBmlrBeaJGkj2F2s0JbguJl47LiYrmLLSKio5pfxDgxpWjD8RTG0TpApI9fG3bqwks5rA2R7HPzCaozEguwETYXMBEBaFaRe1T6qAGnfl3pV6/8D/gDmYUKWHFFmVAAAAABJRU5ErkJggg==)

## Rabin cryptosystem

## Key generation

* Choose two large distinct primes *p* and *q*. One may choose ![p \equiv q \equiv 3 \pmod{4}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKsAAAAVBAMAAADLBgMvAAAAMFBMVEX///8AAACenp5iYmIiIiLm5uaKiop0dHRQUFAWFhYEBATMzMy2trYMDAwwMDBAQEBGdSnDAAACd0lEQVQ4EZ1UTWgTQRT+mmSySXaTlWoUtYZAL3pQV0EQQcyhgtjLehBvkpMlty1VeqkQ6KGIF0URexPEgLfEi6CgW1C8KFZEUfSQnoU2sQX/auub2dlkNpus4gfZ9973vfft7OxsgP8Ci5qyo8RI7Wqvqr/sMjPdNDqLzW7U1Y54Ua14nrovGbMO81+X+wLmHTkmwhO18PIrklpwwZphuS/z005uV4VxtfBy37btAl/Dcl+mguSwIujXlEKm0laj1eJZWB7ABDYhXg13SdtzDRfIkDx6cmKOQm5egEhg79TTHgaPhMBFQqIM4/SFqfGHFx0Yc0dt6KvT0tbitokiYN20M4HXDK2k3+XTCkZvKQV4f+YX1hw9j31g7/DKxrxoMIrc1rRguDWkLXUICzYbCRBUJJoKM2QD2SYOAcOoARt4C3irjYPbpqpgdMcM2bLHAnx4DLEtFBQG0LdyRWKIYtbCMbKN7QYmdXqfnu0lYRtvAdoiGmW6w7KASxM7kCpRUJjnwB5ifEjb42Sr5cn2AT2csGVOxzbXwqTfL6IxgnQ1wOjbgF0KIzbBArcVqzX81SY3N5dWbL4JyJRxQxmh583jTDHAsBpYQWGyrtgEbsv3do3v7Q+p83NrOkDD0UpEmWMCROIzluiqModh3uOURK7cta1A/4T9YB+lxm3T9Ls8MSuYswI8fT3l3brLaN+XbdHkXbQWjPaH1Jv1Azud2OqJOoxv023vg05dP+V9DitKv5/e9pP+kS325332ICXv/UKJ6h+AQnfS9U7WN/lCp5MOXi8MOjWROB+pGi2gUiiGen4X3BAXIJL0qgcjN1j6izITpR8B/gDEvaYipYgX7AAAAABJRU5ErkJggg==)to simplify the computation of square roots modulo *p* and *q* (see below). But the scheme works with any primes.
* Let ![n = p \cdot q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAANBAMAAAAJXW4mAAAAMFBMVEX///8AAACKiopiYmIwMDB0dHQiIiLm5uYEBATMzMxAQEBQUFCenp4WFha2trYMDAw1mywPAAAA+klEQVQYGWNgMmEKTmdAATxmRdEBMBGerZYLGFg5PBlWg0TW3gWBBCCLmTedoRMkBAJhDDMMGDQZFRi8wFw48Y5DgeEylMcnzlD4gKHgIANDK1wezCiYWMDQzMDAKQLksSUwABUwbGPgFEdVxBDPwCkEVNQFFGYMACpgABrMfaEASCPcBLSeVQCq7+EDhttAphwDf4ABVAhKNTHwwkQmFrDLMDDwCDAwlgegKOIUBfoJCvgfsAANZXVg4DKGCUFo1k/RMIMY+JZaXUCVhfJYFiAL825A5sHZ/ApwJpDBeACZB2cXToAzgYyHBcg8GJvpog+MCaS5PvoxAADhZjJiD5pP8gAAAABJRU5ErkJggg==). Then *n* is the public key. The primes *p* and *q* are the private key.

To encrypt a message only the public key *n* is needed. To decrypt a ciphertext the factors *p* and *q* of *n* are necessary.

## [[edit](http://en.wikipedia.org/w/index.php?title=Rabin_cryptosystem&action=edit&section=3)] Encryption

Let *P* = {0,...,*n* − 1} be the plaintext space (consisting of numbers) and ![m \in P](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADkAAAAPCAMAAABp5ZcHAAAAM1BMVEX///+7u7taWlrR0dHo6OhsbGw6OjpKSkoUFBSSkpIEBAQAAAALCwumpqYgICAsLCx+fn77ulQmAAAA/UlEQVQoFZVSQYLDIAgkSFBL1Pz/tQuo1d12D+EQxAwMgwA8sjvWhogcw6M0Awc5zeHrceoth2WCsLv/PpmrmpNMCL/6Seq8+eJDxc+WrubILAhwIEJQ1QQncm/Ff1Lagll4yISWCCBCilldZII8ejEglwnffJdJXDUxH2DMEC8NiixUWsd1YtHukJVJm1W45kCydFychcuwXez1azBoEYk119asS7XqZk6gP9WmzB5BNbZsfZIsFPUhDsxw8zVH6PBoxDoger9e+zLa+Zo9c5fJcJpmt1B3gf1uvOZAoA/Rlyo3vMetuuPvJmCUtC8HOUuvH96MXuD+3L5V+AdgFgYfa28DhAAAAABJRU5ErkJggg==)be the [plaintext](http://en.wikipedia.org/wiki/Plaintext). Now the [ciphertext](http://en.wikipedia.org/wiki/Ciphertext) *c* is determined by

![c = m^2 \, \bmod \, n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHYAAAATBAMAAAC3sOTLAAAAMFBMVEX///8AAADMzMxAQEBiYmJ0dHSenp4WFhbm5ua2trZQUFAiIiKKioowMDAEBAQMDAz5ixZjAAABoklEQVQ4EZ2TP0gCURzHv97p+e/Q0yCShs5qqaUIpyBwsCEkukiXILijoNWhaGg5NzdPlIYicAyEchEaj6KhzWoImoRoa3BoaAl67+6piB5av+V3v+/v+3mP33vvAMc4SBuOvRENX9I/NcLi2BYkTDo2RzUMX3SIZWG8QQLLQ9jr3BBxULoflIDAWKyQ9A2Bx2Mrhcf/slwkIo1iuUS2zyJuipnb+T2TiRefD+nZbAM4z1wBc+u7dF7LQ/KhXlIB/oTGKak9oWesKf7unu8y30BcF3Io6v5veClLPasAF8UiqXpx5zLxih77A7cElxoywTfDSfucqecFCNZ7mPWla8AH3HR5K77gbhFWk+GR4qrN2h7kFebpphrIg/JWOzVh24Td1uGJaga73xo48thLhmXqzYsjiC3kZZ3BjNXovuRk7Ps9IlknJnAys9kpRgbDFmcykbF03jqZl7eGiSGsJBE0UelDyf8TVvDm7oiMFXNYkoU2ipQlHldBgS+RUTs2K3uaCOm43GBieaZ6M3H2dIz91ApQzu5My+SOmuBTfdRfi18WwmH6pI8rWQAAAABJRU5ErkJggg==).

## [[edit](http://en.wikipedia.org/w/index.php?title=Rabin_cryptosystem&action=edit&section=4)] Decryption

To decode the ciphertext, the private keys are necessary. The process follows:

If *c* and *r* are known, the plaintext is then ![m \in \{ 0,  ..., n-1 \}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJ4AAAAXCAAAAADfUam3AAAACXBIWXMAAAB4AAAAeACd9VpgAAABx0lEQVRIx92XaZnDIBCGxwIWsIAFLGABC2MhFrCABSxgAQtjgeVIWNINLU2bvfhB80AY3nxzQCH+6gb/DM8o7S7kcbgz/ywegr9YMA/mPB6w1YgCUOGNUMi2R85fwKsLgqBIyOldLuXaws0Wj/ESAKS2fMXTmHthrsiCWTzP0Q/U4zr3Un0DnknyJJkkkQLW6UHcD50LsqjHZlIddLTZ/Ek8HYVOVAtqG323Ibpx7NUfmIlcjIDZ/DKLJ3d41qf16ckK2jtbH0VjefUZPOvrGsJZvAVcN+iiKzMif57l/WdvTG0oyHUQ+CzeZt4cqUeHFRiFDd0gyqKLbxm5+XFtzXAwfH2GkhRyJvaq+ShbILNmGMQxHgPsBosktmzFung7qhpuLemirJdyBq+Yd3w6cxFoN1h8jVkPwyM1KnOUa1W2re4tUxUjm5dLNOcytwu9tCvSZ1GmYea6XIE8oxjY5gcmW5+7NlHNQwjLObyiW1pfPNzXOi9NGOAlneuZG9hmjMvWc9lNVPMKFN09K3Nz7zrUZu48Z6+S03gP1q6Xg8Gbw4kr8dhtBppRxBvzA3iG3YSQHr2pT19H8YUAsQqvvcwr83f+Cn0AXmYUX/xnKtwAAAA8dEVYdENvbW1lbnQAIEltYWdlIGdlbmVyYXRlZCBieSBHTlUgR2hvc3RzY3JpcHQgKGRldmljZT1wbm1yYXcpCszMtoUAAAAASUVORK5CYII=)with ![m^2 \equiv c\pmod{r}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJMAAAAXBAMAAAD96mDoAAAAMFBMVEX///8AAAB0dHRiYmIiIiKKiorm5ubMzMwwMDAEBARAQEC2traenp4WFhZQUFAMDAzfGnGjAAACNUlEQVQ4EaVUS2gTURQ9zi/OZGymoAa04JhuSgUNtUhBkVpUBDexC0FcOOnCLjNxoaCocaEVROnGz7LQgi5cTMGVqEwRQQJCQHAjShYi7ix0I7jx3uk8500nGYUeSN4599x38u58Agi8nQgE3eRqVIvzm4wQ220HQ4L3Wb0+dS6nvMDYndNK1oCf4+9LeQOdlMyII5nKsWSH5cnuhZSSnYgXWpmS9OOG7NqfMq2pgpadT4rCc6m5ffm8pLL0erYkR71I7MLgoJOoHuxotiZHmYAyrldOXhpxReP9L4zPLAuLFVGl9QTwesf0+LWxKeDN8Hfg6tj+6LLrE8pIAC3EjDmHpVqx14k+eMthkvWY6BPfmkLTtztoeMVHaERRM+adpgurirP1EKfQK6pQxo0kCTuJ/4LqYEto1mC1Sl2sD0gJNj11XeAM8BBqlM8bZ68wfGLaJOu/cIitQV2lqBUfitMM4yic4x51AfgGowyty5Lx4y7jHrG6S18JpKi9HpTySiCinnETR32FPo96kOwRbDld4wHlU9F1jO/gGu/gAYdobhwwaqxTqPvQ/aTym2gcxddqslSNo9bfXcsF/SOUXDxQxZ6l44zTJLUa3okqrbfpE0fpHdz07dX4DlICYVsApQXTw/vDLBnGRYbHbHFYHnEUeLmn+3PXq1sf0T74lFRldDufmhII9Ij+Nxr5ne18O+Va8hFTTiTmsqW+FaPV1yKjuJDnbvSmNxZkvVUW/+RK3oSHgD+tkYVydTMYrAAAAABJRU5ErkJggg==). For a [composite](http://en.wikipedia.org/wiki/Composite_number) *r* (that is, like the Rabin algorithm's ![n = p \cdot q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAANBAMAAAAJXW4mAAAAMFBMVEX///8AAACKiopiYmIwMDB0dHQiIiLm5uYEBATMzMxAQEBQUFCenp4WFha2trYMDAw1mywPAAAA+klEQVQYGWNgMmEKTmdAATxmRdEBMBGerZYLGFg5PBlWg0TW3gWBBCCLmTedoRMkBAJhDDMMGDQZFRi8wFw48Y5DgeEylMcnzlD4gKHgIANDK1wezCiYWMDQzMDAKQLksSUwABUwbGPgFEdVxBDPwCkEVNQFFGYMACpgABrMfaEASCPcBLSeVQCq7+EDhttAphwDf4ABVAhKNTHwwkQmFrDLMDDwCDAwlgegKOIUBfoJCvgfsAANZXVg4DKGCUFo1k/RMIMY+JZaXUCVhfJYFiAL825A5sHZ/ApwJpDBeACZB2cXToAzgYyHBcg8GJvpog+MCaS5PvoxAADhZjJiD5pP8gAAAABJRU5ErkJggg==)) there is no efficient method known for the finding of *m*. If, however ![r \in \mathbb{P}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADUAAAASCAAAAADeJMkiAAAACXBIWXMAAAB4AAAAeACd9VpgAAAAvklEQVQoz62TYRHDIAyFYwELtRALWMACFmIBC1iYBSxgoRZiIWtvB4PAurbX/OTed3nJCyB3Cs6ICD6FxBcoYSs+SUBCvkBtsl1oJPgDimnZHQVFQdFPqbxQnvXqqQheyLjaaclThwwS3ZfyAi5vrsvK0nyugAHXSr0yQxTBIvHTbVgE224+SQJu46lW1VwqZbLdW6lwTFlq3+KvvBQF3fyRT1EJVMYDhoKsKXIqZRvX8XrNv5sfLurOT3mIegNizk9TOXDG+wAAADx0RVh0Q29tbWVudAAgSW1hZ2UgZ2VuZXJhdGVkIGJ5IEdOVSBHaG9zdHNjcmlwdCAoZGV2aWNlPXBubXJhdykKzMy2hQAAAABJRU5ErkJggg==)(as are *p* and *q* in the Rabin algorithm), the [Chinese remainder theorem](http://en.wikipedia.org/wiki/Chinese_remainder_theorem) can be applied to solve for *m*.

Thus the [square roots](http://en.wikipedia.org/wiki/Square_root)

![m_p = \sqrt{c} \, \bmod \, p](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAAXBAMAAADXWpFHAAAAMFBMVEX///8AAACKiopiYmIwMDB0dHQiIiLm5ubMzMwEBARAQEC2trYWFhaenp5QUFAMDAy7YVeaAAACHUlEQVQ4EaWSP2gTcRTHP6a93F0ufyqICVbhEIIOHSJUQQWbUVTkJNahg41Tq9N1cSp4QeqgIqWgcySlCCqkKIJOB4KTQ4riIAX/VnCR6tIuiu8uxtw1l7bWN9zvvc9773vv3v1gQ9su1rdh1boFqeq66U0lk0502Y16NI+ib6OgsK9ul0QEHo9gHkq7XRKd2Ch2Mp/8g0bc+X+NJ10kgt8SG4yVxq6eNbuVngStNgzGxb2l8alzFsbSMRuuHzzvSsursfwSKPpxZi3j7yV68NKzcktSE2/Rnm+Afo85S8uyiLqCsULSlZrCC1t32L/N5BRtDUm0bNKE3jpajluCMkUOwB5mYJZMwf8Woz5DsoC9ALfpcVuN7dMYFXgN4mWfSdth0Ujl4AyVhq+hylx6Ab6g5ki+9+vCD6UfHsKE1dIYEg0lKxrOQr25U2WZignPiU0z4dh/+oP7uIPqwnzdT8kcnkZzDlmQfz96qzIU9JMoMqTtO5SXd4btg5NuyBwOmiP7aGp4+5jzgoQrxbopM5DqI2NxukdJNm6GFaS7OikobvJIjpbGANoqqWWuuAIrllKWf1tEt3l8VNV5JzBkiexHidVaSaYx7v5Kf7//ereVqh1x4NnwyE45RvOfgh1v+BwMPV/b5a5Fa+IT4fgbq2Eg0QWrA4XBj3B4aaS5/yB9GgwifLkVIZsORZsLBnbIptpmuG1/q97ln1vt5DdKC3yKoQU/dgAAAABJRU5ErkJggg==)

and

![m_q = \sqrt{c} \, \bmod \, q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIcAAAAZCAAAAAA+4GLlAAAACXBIWXMAAAB4AAAAeACd9VpgAAAB/UlEQVRIx92Wf5XDIAzHY4F3DrAQC1iohViIhVrAAhawgIVaiIUcgbJ177rbj+v29i5/MErb5MM3IR3oAfYVusXnXcABGJn+7uMIjrB8BMejckwhvITjYTkyvILjiep4CQeVj+BYgh7EEWFW9hBEJnAPtwDKHYfGu8sUNDZ3AXyylYTgSHoSJwCSM0dGYOHOQYpUXcxMSYt7To7ioyj2JYESVYgq4WzuCGshx2AgbKwVcrydMCtj50hFgdua7EmGcLYzpIze2eUQbz/jNljFiMvdXYImSmCbWiDlEUScPQn9wbyeI5wNxt+lQpp92MrB4Wf6YR0QWkrQ23S54GA8nWIYXqTtgvjOfMS2i1EdGK9zwHp5np442tb7HmCVTFNT1eXf8rIRS9xk41oSsFzjWNT1S6z+XZfmxNG23qK3p9vW2PxGr2KV5HDONwRhi81xG1mWnxxZaa2P2u4I4iWHjug23ZRHTQuLJtbSyX8xATrJ0dO5sOxxCIZiyi022HkRHByh3qUeCVYlurTJ+foOFi14u3GADDnMG4wTlC2DagNzPWJBhWtuqWkltU+5utyv6mmHifBqPwVrJrc7BzA+2YK31dTLY5ejVlRId3y/IerfrVfPLgc7vlkelgB/AEZeI+1/5wrqeyz4WljXOWbWNxvs94ZDUv/u/8n/ieMbwYD8B8DVhJwAAAA8dEVYdENvbW1lbnQAIEltYWdlIGdlbmVyYXRlZCBieSBHTlUgR2hvc3RzY3JpcHQgKGRldmljZT1wbm1yYXcpCszMtoUAAAAASUVORK5CYII=)

must be calculated (see section below).

In our example we get *mp* = 1 and *mq* = 9.

By applying the [extended Euclidean algorithm](http://en.wikipedia.org/wiki/Extended_Euclidean_algorithm), *yp* and *yq*, with ![y_p \cdot p + y_q \cdot q = 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI4AAAAUBAMAAACpLhgeAAAAMFBMVEX///8AAADMzMx0dHQwMDCenp5iYmJQUFCKiooWFha2trbm5uYMDAwiIiJAQEAEBAQn/2A2AAABzklEQVQ4Ea2SPUhCURiG346/V9MiFUIhdAyiHOK6VNhQU4S0tDq1FU5BtDi0tNVQ6dCP0FJEXCGi0TGaHKMfMJqKBgmKpuicc8+5Ho/h5Dfc837v99z3nPsD9KCCjR6E0IjRerecYLehOrt665oTUtmu2t3DHDKZw7yym2f1JpPmvTiPDmDZHFd4Jtl5vL4shhXfazzik/ciRwdcdfJN5+Eyq0NOspwlIx9IKDnnA0Xsqzk6ULGCcYVnkuVYKctbYw1AovRCe7D9AHEeBUhlqf0MzyAbK8Xf8wZCDdsjv2ydAqHP6S6Xj8WxW8AEAyPw0e3biufso6+ouotw2fvJ794OBOIwCpTX3w++ULGu72dyMusHRp5rmcMArK8IgCRQdVhxDz9PCQtI75Ed4ZEIpm0pcxgQTvdZArjDrFDOwnNOzSNYTU9NuK7bTN6WMocBKVyIOS7NNynF6nsZ2WQyBk+d/kV2uRtCyO9F2xg94pq0gYOWbCmj4NqBr9CfFFZ/Uc7ctuDAFkrSZrH/lHEylkTo9V2OqkmpxMqBsDnk2G2/reP6V+izDbTa3TlH24IDIE3H/oieOFoTZ1rf2fqznV6HE3zKdXiasf2gGVr7B7qcZ5uPEvomAAAAAElFTkSuQmCC)are calculated. In our example, we have *yp* = − 3 and *yq* = 2.

Now, by invocation of the Chinese remainder theorem, the four square roots + *r*, − *r*, + *s* and − *s* of ![c + n \mathbb{Z} \in \mathbb{Z} / n \mathbb{Z}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIkAAAAXCAAAAAAaIzMmAAAACXBIWXMAAAB4AAAAeACd9VpgAAABoUlEQVRIx+VWUZHDIBBdC7GAhVjAAhawsBawgAUsYAELWFgLewEuNNAQmrnOTW+Oj84kfXn72H15AfhTFvw/JVG8WYmFuuItEOoJ5K4S1MoRR8Ue74GEn0AGStZxkfSrI690peQJFMQMAjeHlh/c9oHueJdQpD6bMQhxxnNXSRoqKY7yeDMIDBPQEmc8pWTUsNihEguanQC59xE9qyMxiXAyoQbk5JQHyp4stdZolCADbjrNd/MjssWu6HPvWpC2Ux7Ie0pUy0iJCwSYzVCuFVEzG9YnU2xBtNCUJ5VEeekTzz5f2rIX51h3b2Qt+FDfgqye86T/1qNF5CNyYG9TkSqzG6hGQNVf8aZK6kDKz3mSkpO0bN8dmR7xJREwcrGcq0rss11b0J70lzxQy1IcKoG0JWlSybBHAIk6FNuHXA8y+AJPKqkxO5lGSsp4IUaTPLEl9IY2QrlHrnVSetAaX+DJ744GkHY8HVR51qCIXfWEOMw0SHtsaA8K8hWeuxl7vrq0711jf3A+Wd95NLn6WP7qScnrTzmzaf8pSuRfO1F/AeiJGU8GdkN+AAAAPHRFWHRDb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgR05VIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQrMzLaFAAAAAElFTkSuQmCC)are calculated (![\mathbb{Z} / n \mathbb{Z}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAVBAMAAADyTXAxAAAAMFBMVEX////MzMyenp4MDAyKiorm5uYwMDBAQEC2trZiYmJQUFAEBAQiIiIWFhZ0dHQAAACypJgQAAAAAXRSTlMAQObYZgAAAS1JREFUKBVdUD1LxEAQfR6bT3PxKlv9B1Z2oranIGnEwiCxs5KUZ5fKVEIKS5H7AwdWViIBSWVE4UAQhNvqOg8L7Tx0Jps9zkwzb97bmTc7wCxaM9QA3f+1P5qWP4/MHdfCx+/7c3kD9w12PGEur4VBhtSXMCW8feaErIVToAgBE7i2EuK8oBYiOLLH2MhTTvRIR2jHDK2k4EQ+3Wjvivt6qpudKEiVtx2rD71M5cQDITpfMGmIWga+cnK2YbQ+sUjdk2oZhHYEI4ZH09wcKwH1ngMHykn0sUxCO8PAUMvskBPd6FDikoSlBJsOUpHBuKd/5bBfE7yQsAZ8H6GgqRcn2H3aKLeGwQJ/aQycZeJuWD5M16mswl2tQTO1m4Suq3PpYj5X55wnNM410PkPPkNPNJM1n/gAAAAASUVORK5CYII=) here stands for the [ring of congruence classes](http://en.wikipedia.org/wiki/Modular_arithmetic#The_ring_of_congruence_classes) modulo *n*). The four square roots are in the set {0,...,*n* − 1}):

![\begin{matrix}
r  & = & ( y_p \cdot p \cdot m_q + y_q \cdot q \cdot m_p) \, \bmod \, n  \\
-r & = & n - r  \\
s  & = & ( y_p \cdot p \cdot m_q - y_q \cdot q \cdot m_p) \, \bmod \, n  \\
-s & = & n - s 
\end{matrix}](data:image/png;base64,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)

One of these square roots ![\mod \, n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADsAAAAQBAMAAABaYBp1AAAAMFBMVEX///8AAAC2trYiIiIEBASKiop0dHRiYmLMzMxAQEDm5uYMDAwwMDCenp5QUFAWFhYlJoc/AAAA7klEQVQYGWNgQAMcSmgCqFw+f1Q+Ou89ugAqn5rSyq5hxR1pZgwMeumvGBg4pqdBDQ8/EFa8AGitZwOnGUPjAt4PDKsXMGgvYPgPcUqCTwPnAyBzDwO7AAPjBZYABs4DDNsZGCC6WRtEGXgmAKW3M7A7AKUvNjCwCXDIwqS5eAUYWBIg0huA0okLGNgkeIVg0gx8BkAbEdJg3Uxw3Qz8BQzvuRDSILsNQHbPB4oBAaMCwzZ2IA20G2Q46weG7gaG2wxc+4FiQHCRgUFqGQODpvSD15K6B78x3CyfwcDANC1togVYOoeBYXoBmIWHAAACB0DnA8V0mwAAAABJRU5ErkJggg==)is the original plaintext *m*. In our example, ![m \in \{ 64, \mathbf{20}, 13, 57 \}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKgAAAAUBAMAAADrbWuJAAAAMFBMVEX///8AAACKiopiYmIwMDB0dHQiIiLm5ubMzMwEBARAQEC2trYWFhaenp5QUFAMDAy7YVeaAAADDklEQVQ4EY1VTWgTURD+uk2ym83v2hpqqnYrPVgRTK2iKNqAVXsomloRwUsEQY8bqPQkJnjQStH4hwURohR/qtQU/KEHsdZLlSIR8SBYSRHUg0g99VBRZ94LTTZN1YGdzDfzvW/nvdlHgMqmfc9WLvwr+3HT4oz3pKkNtzLhTmWWmgF8nwaTourN+aLoPt3bC/DKRayd8h8slwl46iXl7MvXFnBgV6Swoj8OPIKeFrDKaEhi2jAME65MgbDw5wigXkPCBHQp6pnD9ABcA+pvS7B77seBu5ayRCDHdmLenJpqAlxRkSlxTZOTeQFJ1D8jokNS1FsD73J05dGYEWk44sBaKCsE8rOPALcriPbfExRyJBrIMFAPStFACH4Dz02kgpyGEKV9pAUQohaUnBRVNijdR0/tN7mmzgkGOxJNrO+mF1drhe1/hW7AyCFRJ0ncKdCXFUjfuMWi4Bw9rijgdHdgMOYJcs1hshf2Ckgdw6iFpwVRyrrDKovKDctO345LugPKGEW76eGXra4y0QkpGqCcNN8AicYRyCNSFG2Ja+WiJWNZSt9glFZ7rgPWG+AKqsdY7PEZMt6GZy/5VB6uGac1L+oLY0Gn0Gp4IdtlOuAIB+dpMJ+h1sGbZ/isnSzGkXMWqCLR9HHMi46aHj7TlDxjsc0nQAPTsRP4SeeTo1CjTvECShqJJLUGFz0F+wV4M9TpmqHBWhoXmWcCAfwwMRKUFDo7LQQsEygsOh3JEtDj5OqhR9GmmRQ6OCmNpk9H4o4Ub9TovlVtmI6gMS4ZJKpehForUB4qza8rSYCn7wsiEMOeaq6pE+yFkSjmsI48XVPtEu3qgmGEcHIWh5MM5ZS3Qb+KPnrzOziiQEuS8izqjMJt4eFWgkD/ZvFDjkV7hnjj30J5jQ4uQBd7JdQHnR1gCP+N8Bc4h9stpGaoteEdlGu2yLGo3UqvaUnFWRJTWAZjtupC0fkyd1o0pRhyVAZNW/UvordsxBM2BDtUc7YqfTSLWZ+NGbHT7FDMuEhoThbjskhtzZZl/hPy38kfZKync7MuDwMAAAAASUVORK5CYII=).

## [[edit](http://en.wikipedia.org/w/index.php?title=Rabin_cryptosystem&action=edit&section=5)] Computing square roots

The decryption requires to compute square roots of the ciphertext *c* modulo the primes *p* and *q*. Choosing ![p \equiv q \equiv 3\pmod{4}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKsAAAAVBAMAAADLBgMvAAAAMFBMVEX///8AAACenp5iYmIiIiLm5uaKiop0dHRQUFAWFhYEBATMzMy2trYMDAwwMDBAQEBGdSnDAAACd0lEQVQ4EZ1UTWgTQRT+mmSySXaTlWoUtYZAL3pQV0EQQcyhgtjLehBvkpMlty1VeqkQ6KGIF0URexPEgLfEi6CgW1C8KFZEUfSQnoU2sQX/auub2dlkNpus4gfZ9973vfft7OxsgP8Ci5qyo8RI7Wqvqr/sMjPdNDqLzW7U1Y54Ua14nrovGbMO81+X+wLmHTkmwhO18PIrklpwwZphuS/z005uV4VxtfBy37btAl/Dcl+mguSwIujXlEKm0laj1eJZWB7ABDYhXg13SdtzDRfIkDx6cmKOQm5egEhg79TTHgaPhMBFQqIM4/SFqfGHFx0Yc0dt6KvT0tbitokiYN20M4HXDK2k3+XTCkZvKQV4f+YX1hw9j31g7/DKxrxoMIrc1rRguDWkLXUICzYbCRBUJJoKM2QD2SYOAcOoARt4C3irjYPbpqpgdMcM2bLHAnx4DLEtFBQG0LdyRWKIYtbCMbKN7QYmdXqfnu0lYRtvAdoiGmW6w7KASxM7kCpRUJjnwB5ifEjb42Sr5cn2AT2csGVOxzbXwqTfL6IxgnQ1wOjbgF0KIzbBArcVqzX81SY3N5dWbL4JyJRxQxmh583jTDHAsBpYQWGyrtgEbsv3do3v7Q+p83NrOkDD0UpEmWMCROIzluiqModh3uOURK7cta1A/4T9YB+lxm3T9Ls8MSuYswI8fT3l3brLaN+XbdHkXbQWjPaH1Jv1Azud2OqJOoxv023vg05dP+V9DitKv5/e9pP+kS325332ICXv/UKJ6h+AQnfS9U7WN/lCp5MOXi8MOjWROB+pGi2gUiiGen4X3BAXIJL0qgcjN1j6izITpR8B/gDEvaYipYgX7AAAAABJRU5ErkJggg==)allows to compute square roots by

![m_p = c^{\frac{(p+1)}{4}} \, \bmod \, p](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJgAAAAeBAMAAAAiBcrXAAAAMFBMVEX///8AAACKiopiYmIwMDB0dHQiIiLm5ubMzMwEBARAQEC2trYWFhaenp5QUFAMDAy7YVeaAAACbElEQVRIDaWUT2jTUBzHv00W2ubPEoXJcIgBHXosuPYyxHoQRFQqtYI71CLMgSJkE3bYZSlDGFOwTATx1IMHGQhVdIeJEpEpiIf2orCLPfj3okUFvQi+7L2sL2tkCflR+t73976/T37vFwiwRVhbnEc5TmY8d6qNjb2Xi7jK1G8Ce+u4ErF4s/0xTbQBrQ5G3uwJrb9APFICKExqhq4LNFbwrqN7MCXm0CpQ8vrM0uulJrmmQhqME3lIhaLXmRazs1H0fST9kN/aKqRGnL6AOZCJrcPIf/DbvBb6Ef0463rp/R663J746vSkghOJbf4wAmz9YWEBtT2pyDCB3rMH5CYiw6bDwYQRoTgxd9oMeOhCtuBlSxxseXE4N18aB54VPwML2bJDXFpuqlyAlD6KuwXFYGXyGzdeukp7pexiWe0qB8MdWx5H1dIczFrKb6gOcYnqBG5jf8LEcWzAWLW7VG3yCaMxJfGwXxANJJppE3Jez9CZPSHqBawWcAuiw8q45UJ3v2fkclfgJ8QagbVsSEa1SWFW1cJN4BOSg1DbnJlukwNcSuQ7I7AOgZ2yIA22GuxtnkNqO0hzQg2TtkVLuzNThjjY8iVOMNh6Zw9YZzhG2gSGyM1xKLUvN3yfK4DbL+Z9GU8wmDuzCpmZ7LgHi1Az0AzoBZwUJbV53XPT9Tz+8zFkMMHBDVvrYNYh/tQAzgBSHmkLj0aTabz3w2ayB/0JplZ2t7/vfHp4FWsH7gErpbEdNsH8KPNjfYsPgbXhkn11n+8b/vh0NKGbPv/FsYZPRxOTts9f86mIQnh+gq9QHF7F3E//jQkg5f8A3fOWuqKehwEAAAAASUVORK5CYII=)

and

![m_q = c^{\frac{(q+1)}{4}} \, \bmod \, q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJcAAAAeBAMAAADTDpFaAAAAMFBMVEX///8AAACKiopiYmIwMDB0dHQiIiLm5ubMzMwEBARAQEC2trYWFhaenp5QUFAMDAy7YVeaAAACaklEQVRIDaWUT2jTUBzHv02MbZOmzQ664RADTtBbZauIQ4w3QZHKVg8eJAhTQYRMYYddljKUbR4cghdPPViQnVLRHQpKQDZBRNLrTkWYf05WFLz60vfSvHYda5bfIe/3+73v75Nffu8RYA+z9tiPsp3MB+pUEx0/yEVcZarXgbEKHkYs7pW/pYkmoFbAyL2ageMfSG5/BShM8gau6ys0kbHuBjAl5tBMPEZrfu3Tmkc+UyENxjED9ZQRdKbG7GwS8jRBNIGtDUhOnL6ARUAmCAIj1v80nwz8iixwSge7rq/byN7HT7c3s0ucGOo2rY8uOyisT+2OVGSYkN/B6CQiw+YGgwkTwtSdxWm986LQWSkUg6DEwdafnTizVJoB3k99B1YKN11fpW6frUBKX8LLoqKxMvmzb5vt7Y/KUZZVH3EwvLDlGZQt1cWCpfxDxvVV17Gcx8mEjivowPw8s7JNfmHUHkg87C9EDQkvrUM2cnm0Z6YMY9aB1QCeQ3RZGbfcDv3jE/fDAH8grhJYw4aklT0KO2iCgPANyRFkmpyYuslDXErkOyOwFoFdsyCNNBwKSxQJCPgAYRWztkVLw5kpoxxs/R4XMFi7sxrrrObgC5GMki/HhZSeHT/PFcDvF0tdmSBgMH9mJpmZ7JKNspUkp6VqyBVxVUQVw4Garrewy8+QwQQXT221hQUflnMOaIBkIG3hzWRKU1rdsPlCd6vBbv1Y89eRdxc3sDX+CqiXbhy2AaV6zg0EBGqKlTDah8efoWBk9H0gwpKEF/qonra5KLpbY/eBVi5HB3AV8u/LXIQxPojpC5tOTAL+A3tllwE+25+pAAAAAElFTkSuQmCC).

We can show that this method works for *p* as follows. First ![p \equiv 3\!\!\!\pmod{4}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH0AAAAUCAMAAACXpcKFAAAAM1BMVEX///+7u7tKSkpaWlqmpqYgICDo6OgLCwvR0dGSkpJsbGwAAAB+fn46OjosLCwUFBQEBAT1SUGtAAACPElEQVRIDaVWW2KEIAwEEgF56f1P2yTIFhDb3ZYPFwOZYfLAVepfI+m/uif7iadFvG/f0902W9Btk0l7NuQP6EPAdOwTjC2TYfkKE7t1okPn5e6VEQ1Z0zkdNy/Ccfee2SFWt/KWN+PBSQ+83BqBP9rsx9+JHfcLZl9FTmM3JEOEbXmS4qjdcEB+HyO7NaqJEDhtQCGYVr0JujEEZ4ORqtYBEnqCnJQHyALiDUCQg9oAsI/stNDYN65ZozaDyrqmc6RobxrzRK5iPbCOgSYuUCSCo+36ICS9Eb3daMEefdVpqtzGXgiQ3l0gp40fz0NjKpWt7cF4zSJrKELMJidtGKiki6Rm0M4KGjsveOUjy3aXNN+lHQc+fQ7h+Wbn/FQOCscuaFSi1leanl0S0rNTNfGxrSigie7SDmOHH0OLLtlRQQ0JNcjVIx07x33UTrcOg15H5tX7sJIbtfUZJHXXRtFyaUcVamdg1PqmHVlZjhkkiNVFElVzdCcWi49SFKP2VnU1jy92H0UgB7Qms9MuYK9rg6uO0k5lgkfrZTlfi36LfOHVWh+CII9284rEzHGRTBueWV7cHRf+fM+/2KXjkoMEAi+YQ9W1MrM5WZTdsqc+6m2DOZbk4TzBpxL5+oSyp1IDcFCgTcwNhv2ANtUClxRR2utXpwO+T3W4fROfb9rvXkFqqRbVCbTetLU/p6W3Xt/7yjxBifeczafNC7tffScW+5Ymzc5YIt2zfxzv/Lt4gv7k38UDxj//WX0B0yoOjWJjhX0AAAAASUVORK5CYII=)implies that (*p*+1)/4 is an integer. The assumption is trivial for *c*≡0 (mod *p*). Thus we may assume that *p* does not divide *c*. Then

![m_p^2 \equiv c^{\frac{(p+1)}{2}} \equiv c\cdot c^{\frac{(p-1)}{2}} \equiv c \cdot\left({c\over p}\right) \pmod{p},](data:image/png;base64,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)

where ![\left({c\over p}\right)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAAzBAMAAADr1HzMAAAAMFBMVEX///8AAACenp62trYWFhbm5uYMDAzMzMwwMDB0dHSKiopAQEBiYmIiIiIEBARQUFCuB3Y2AAABoUlEQVQoFW2SS0sCURzFj6/xmVoRYrWQ8AMobSMMWrYYNy1aua0Ixk+QtYsgFCIKCqdvYNCihQvdtQkkKIgI2kQPWij0ATr/O6N5zQtzzu+e+5879zEA24II4LOVCRVcuu8n65ZLAzjoD0UKDnlL/QRPDhmZQbJsKjweBJjoKt78S7xJYUeDzTPpfIqEKqJZM5+h/Qh7bEowhV3p5C3KpUmZ6EgfiLco10LFqqg7si2Uz4kCsSQQSAsVLQQtunfaeVhtY0lGZDw2o6h5nhHHHBDlm0Nth/WloT7wCBgdLdnjmipa0uMmRhITnoZW07ZQ7I5PJqXJUC03WjM2+T/zmKSifatnju7iCvAXtJojXs6rlqwCCf18PoBISquZ593NSuK926hX6b4pClOetv8B7/SwnPqLJItxG2v0aInS5gOzbOKbbshplXMSnTgTFjNkoyvJIcJJWk04VhL9gr9FexYO8KoRTOOiz8ANMbxVb9ESHQqnNrm7hsJ4TlmUPcNWeKsUslj+P2yBNzfJIrKyLxyqukmi68Kp64Aq4BI6g0SDX7BEVOo8odo8AAAAAElFTkSuQmCC)is a [Legendre symbol](http://en.wikipedia.org/wiki/Legendre_symbol). From ![c\equiv m^2\pmod{pq}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJ0AAAAXBAMAAADjI1BbAAAAMFBMVEX///8AAADMzMxAQEBiYmJ0dHSenp4WFhbm5ua2trZQUFAiIiKKioowMDAEBAQMDAz5ixZjAAACiUlEQVQ4EZ1VS2gTURQ9ySTzSTJJGlEKFpzUhSiiQao7YdBWi9mMtFkYERMquI2gCK4m4sJFIRMUQbsJiCAImk1B0UUWZivxC4KCVBcuKlRQUKjgfW+m5k0mI6EX8nLPueee3PfmJQFCQ55+ElrbTOEamvZm+sJ6qohUfDXbh4aA/ws01A2xKeFDrLLbEevAKT8MoLs+5pgPMfCw5qck248HUKogEtGeiHieGPBTgxKx5xxsASYNAbjpoB8OBSQCoc0uOgLcJeReGvBbCmr6TH5srA+AEyJw84BfmvjoVIlW/TIPNtDzXrd4deaD29JfnwFLq93iZGkZuDN/H9g5U+bnJxcXyxbke0cKSFaA83aTViGsb4b0Fk2B4ekKrZ8NaRl5W66hYWu/oHC/mPIYKziNfSYkE9Ec9vhaU8YE9FrQb5xUfxDL0i1PdyD1Mibc/d4meFEbR91BooVkm7upkzwoV+Us0haO+z6EQJZePxD7RH5VA/FsvuL52XkbX8imCsQKqFu8MfGRh0Mg0WZfjCucFhbPb438TtqI56o0To3XzyI6EbHwgPs1mYUvFBMvoOZUHwmw/dJ8zK/K5qNT9/xeM+SwCWi/dQNRg6T9iDg4TH17+wzPftPq+bHza9P5Se58q1DMvK1uAyQLyQ5uklJ6yoMNS+fwE3rLpFQMdoE8v1QN+w15DQ3uF91KDzfj6FlAcaBOzVdY23UeLDsDfIX2hlmLMQfc2NF6tOXWy0tYmD5AqDS33SBFfL1sQjt4lMzZfR41GmFCvcArSgtYCNMM4aXBgTc0mQ7PIhXg1QY3wnvoj1Hd4N3056C5k45gxiTd4brUhXesIH1/D324IoSNh234n34W+AsjG5LmojKO8AAAAABJRU5ErkJggg==)follows that ![c\equiv m^2\pmod{p}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJQAAAAXBAMAAAAfNnuRAAAAMFBMVEX///8AAADMzMxAQEBiYmJ0dHSenp4WFhbm5ua2trZQUFAiIiKKioowMDAEBAQMDAz5ixZjAAACVklEQVQ4EZVUPYgTQRh9t5tsNn93uYggeODkLEQRPCSCjRDwTsU0kbs0ETFBwXYPFNFqIxYWJ0k4EdTmwEYsNM2JokUK00rEn0ohqIXFCVcoKCj4fZM1O5NkJfdgJ+9975u3M5NJgEBY888CvS0a19FwtzglqL2CibLmuZrSha3LARVFVailmKbY2Vvv+2Gf9msqua8KHNMUi0eOXzrs0xEsMacWjY6qJI8pUTeHXLVwHq4i40IRPapGmeUh2y9ET6zUfYU9CveoGhVtDvv9SmZ6us+JnFRFj6tR6AJGtkhG8rIEL+Nlp52/tvCh1+2PL4B7G+38bHEduLv0ANi9UJJnZeVXSgXgCXDBbZT9CcQK34T5Dg2tRuITPZ+FuY6MazmoudGfiMioUOQpm1kYaezTZiXEDJLOcNQO6vqDUIou7mQLZmcqh94G75C8CDxEvCmD7FkJ4raVwmQBx7V8Eil6viPUpaiKQDiVKXtRbsbFF+AoqrRNQuyjRJ1pk6/5Va6q8KI2KeqUi3C6UveicBbGDEc1eLaGSA6vYKcHf1W8QVoVR1V4VXTC3jf4hhRvsCpgCOryMVHHEZqy369I9otGL4rPqklnZTrS2QC9HYcQb+EWFcznErzECvADyTVyNfDt8KISDg4IaxM1GWVsx2nyrsDOLpV5yg0JZmeAr4i+5VQVi8DqrrXH226/voRz8wdJFRd3CuoI/y7l6KNLz5ioBfUl59ix5BjUo9fNwWX+s6dazJKCx/FgdwL6qoKNVR7GRXt0Y2L5PRtBLxo56b//uSEXfwFVcIeLCruVOQAAAABJRU5ErkJggg==). Thus *c* is a [quadratic residue](http://en.wikipedia.org/wiki/Quadratic_residue) modulo *p*. Hence ![\left({c\over p}\right)=1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAAAzBAMAAADGJlN2AAAAMFBMVEX///8AAACenp62trYWFhbm5uYMDAzMzMwwMDB0dHSKiopAQEBiYmIiIiIEBARQUFCuB3Y2AAACJElEQVQ4EZVUS2sTURQ+ec1M3lGR0sciSH9AQrelpNClwmRTxFW2WoQpdN/orgiSgkgLSqf/IIUuXHSR7twIQVCQUuhGtMVFCnbvOWfm3jsnM6P1QO73vMPNzQMA5wEtADmfIXnJdUL/c3LO7roXhpoklHeUV+ooFsNsT1vfNJsmVlM7K66mU+SN0dWJ4ZI9NTLbMFywILBP9sm9FJERTp/4ottuIvwmnjAZH017BrYpa3u0xufQRa86DoLaKF4g55iW7oBWUw6UWTeItluBUWmYIMIKsyS6HtgeYvZeJDI0sKs+LJMXbDFpyCr3OTx512RjPrQNFIYAZXmK5yYN2dYY309P2F+FQvH4GEsWviLzIsID6mCh1hf2tVAkqJTpC/vaFVKVhsI99UiW12gecUJP6k4SSlHLlO7QULTbihaIm5JO/qM0fabMUD+FSHDwqMVXcKtSP7oNYvdUP5q/mf5YjsQWJfIdxRhfC6WEc6EY45pQStQbijH+FEqJ0oxijAtCKWHPEct+enIwQMzdVb5E3lvJf4Ef6Bf5Gy8LpM5pWar58BCx3CMVn1Oy3E0XfiFa8v51e7NF9C3w4bpN7QtiTUi+gmIDYVdERlR6xK8gP0I4I54wBfr527PwHoF5QgfgA7rFZwcjhPo4sYEmvjFwhpzWWmmlMhYsn9OPaR2gq8b/J5zC9/TSIpRWX1LsDNJL9UmY7aV3APgxeA/jv5X+lf0BVqtmV491O4sAAAAASUVORK5CYII=)and therefore

![m_p^2 \equiv c \pmod{p}.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJkAAAAaBAMAAABWVuP/AAAAMFBMVEX///8AAACKiopiYmIwMDB0dHQiIiLm5ubMzMwEBARAQEC2trYWFhaenp5QUFAMDAy7YVeaAAACnUlEQVQ4Ea1US2gTURQ9zXQ6k88kqaAGRZxNQHQTULNQ1CguRKtEYlxkEYNQC4owEbG6ygQ3RUVDRRBXhfjbCCkVFxVlpLiqiwTBhQh2URQ3taigIIL3TmaYTyar5kDeO587l/fe5A1g4322ZdO1z1ImunHtXewOShJbbN5n1vr4bEu+rCWlfI5PxnWfgZvO2YgO7VbFZ/zVXr3PK0l9MxzriUNNtt2nfVLO+QwgbjjWZYcyUzL+vXvzEd2rSbm7RdqeeG5yh0f7xS2/4e0WrbhzeXQ06dY9fH+P41kbGpyHdoUKE9dPqXbt2DvGIku5WbRdms8CL6bT2aniOPC68BW4sbtscK5kL5XzwEXmYvgIHuajQev6pM22uaSL+zQ90CPjqGuKgZoW/Y2YwZEQmwCFTebbhlSMIaibnMJtrrDAN+UXhCSG2mEVkVwiY+30JckFYIXrtA5wD4LBnHF1iqETG6nQ4IBX/xNCg7p1dIjJetvqptU13AX2mKVfQJcgtmQ/tnyYcYxklQ7DBavbKnU7qUFMdVr2WzgDeZ3dbQGhBqq65nqwS2dbHot3Smvjbuba6EzjhllxlFZq7RSbEcnhgKyagXuo6pB1x/hL1OrG51ahc4sYZjyNWAZ4xJy+HYk8TgimT8Pjc4wLxEZUzNkuzYfoZ3ULGbijK6uoGZzL63GapkVcy0DMIazh+V4pm37GmTTJ4H1LzUKbHQslYH7r0vdNrw6+xcedT0kVSxt0CsUfZVoa/Xupmw0x1g64O3ZKc83FPXR4hqVijswYUhifu6zPGGn1CRIqB8M6DQ4+YNkRAUzKBZhs0dsizPPgYAV/HBHE0kEmXfQ3xznIedPzpX5bsep6Ptbu5wXNrfidDBBRY4DNcOXfALr9BymfmP09iM1gAAAAAElFTkSuQmCC)

The relation ![p \equiv 3\pmod{4}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIcAAAAVBAMAAACeZ+BxAAAAMFBMVEX///8AAACenp5iYmIiIiLm5uaKiop0dHRQUFAWFhYEBATMzMy2trYMDAwwMDBAQEBGdSnDAAACIklEQVQ4EY1UTWgTURicJtlsurvJQm0F/0rAkwd1FQQRih4UxF72It4kJ0tuW1R6USj0UMSLogi9eTHgLemloCArKF4UKqIoXuJZaBNb8K+0zvvZ5IW4qwPJN2/me8P7S4D/gJXVE2aZhnfb4JK6r/vKjT41WW5hu2mO81VzJHjpsVb8Jvy/L+UV/Ie6SZZn5kDxW1p6HsNqD9tUfoXF3aYxbQ4UT0K6MfBt2KZSR3HMMNw7xkBTHWJzJXgxbEtlYDv5+eEuHXKpFQMO7YPnZhZZKksSFIknqkiOQg3ehStXp1euRfAWT4ZwN+Z0SCBCClUguB86A5fB3AdquvoWrvMbm5E7gUOw3uNNiCVpeVUR4gfw4gZGA3MSeaFtCCMhUG7jGDCGBrCNd4BaSR4ipDQPi/kOQ6ynEmqyu8sMIS8HOMWQ3D5g1uWpq5DrMiTfAexVtGrMW5OIOeMlcIAlwQgJQ6YYYk8wZHm/DrGiXkilg9mkX1Z3HNhrKHI7KkSuxEtWUtzZ+bIeiu3AqeGeMYUba8CaNJRy3FuJOJNNcSY/tS/eiR8Brcg+Q8k/K0ERx+E/YklQqfVD6nA/4zCsT9oUIaP83JxZkMpFCUHtH2u8kB7sDrzux9LbrSN7otzG6Sa873Nd9VMo3T2vHtt6rzuFWKsphpaPsn7IbqG7ld3xlcfIq/8HLmf6Hp9JfbKa2UOzyONPRyXdGnBS/gFVzwngD1P7hoA9hyfpAAAAAElFTkSuQmCC)is not a requirement because square roots modulo other primes can be computed too. E.g. Rabin proposes to find the square roots modulo primes by using a special case of [Berlekamp's algorithm](http://en.wikipedia.org/wiki/Berlekamp%27s_algorithm).

# Sigma protocols

## Sigma protocol of DLOG

**PROTOCOL 6.1.1 (Schnorr’s Protocol for Discrete Log)**

*•* **Common input:** The prover *P* and verifier *V* both have (*p, q, g, h*)

*•* **Private input:** *P* has a value *w ∈* Z*q* such that *h* = *gw* mod *p*

* **Default behavior on wrong input:**
* **Prover’s Output:**nothing
* **Verifier’s output:** accept or reject

*•* **The protocol:**

1. V Checks that:
   1. p, q are prime
   2. g, h have order q, if not aborts with error
2. The prover *P* chooses a random *r ←R* Z*q* and sends *a* = *gr* mod *p* to *V* .
3. *V* chooses a random *challenge e ←R {*0*,* 1*}t* and sends it to *P*, where *t* is

fixed and it holds that 2*t < q*. If V chooses a longer challenge abort with error

1. *P* sends *z* = *r* + *ew* mod *q* to *V* ,
2. *V* does the following *:*
   1. checks that *gz* = *ahe* mod *p*,
   2. accepts if and only if all the above statement are true.

# Sigma protocol of DH tuple

**PROTOCOL 6.2.1 (Protocol Template for Relation** *R***)**

*•* **Common input:** The prover *P* and verifier *V* both have *x*

*•* **Private input:** *P* has a value *w* such that (*x,w*) *∈ R*

* **Default behavior on wrong input:**
* **Prover’s Output:**nothing
* **Verifier’s output:** accept or reject
* **The protocol template:**

1. *P* sends *V* a message *a*.
2. *V* sends *P* a *random t*-bit string *e*.
3. *P* sends a reply *z*, and *V* decides to accept or reject based solely on the data it has seen; i.e., based only on the values (*x, a, e, z*).

**PROTOCOL 6.2.4 (***Σ* **Protocol for Diffie-Hellman Tuples)**

* **Common input:** The prover *P* and verifier *V* both have (G*, q, g, h, u, v*). G denotes a concise representation of a finite group of prime order q, and g and h are generators of G.
* **Private input:** *P* has a value *w* such that *u* = *gw* and *v* = *hw*.
* **Default behavior on wrong input:**
* **Prover’s Output:**nothing
* **Verifier’s output:** accept or reject
* **The protocol:**

1. V checks that:
   1. G is a group of order *q*
   2. *g* and *h are generators of G.*
   3. *u, v ∈* G
2. The prover *P* chooses a random *r ←R* Z*q* and computes *a* = *gr* and *b* = *hr*.

It then sends (*a, b*) to *V* .

1. *V* chooses a random challenge *e ←R {*0*,* 1*}t* where 2*t < q* and sends it to *P*.
2. *P* sends *z* = *r* + *ew* mod *q* to *V*
3. *V* does the following *:*
   1. Checks that *gz* = *aue* and *hz* = *bve*
   2. accepts if and only if all the above statement are true.

## AND of any number of Sigma protocols

**PROTOCOL 6.4.1 (AND Protocol for Relation** *R* **Based on** *π0 and π1***)**

* **Common input:** The prover *P* and verifier *V* both have a pair (*x*0*, x*1)
* **Private input:** *P* also has a pair (*w*0*, w*1) such that (*x*0*, w*0) *∈ R0 and*  (*x*1*, w*1) *∈ R1 (it might be that* R0=R1)
* **Default behavior on wrong input:**
* **Verifier’s Output:**Accept or reject
* **Prover’s output:** nothing
* **The protocol:**

1. *P* sends *V* a message (*a0, a1)*
2. *V* sends *P* a *random t*-bit string *e*.
3. *P* sends a reply *(z0,z1)*,
4. *V* decides to accept if the following 2 statements are correct.
   1. transcripts (*a0, e, z*0) is accepting in *π0*, on inputs *x*0
   2. transcript(*a1, e, z*1) is accepting in *π1*, on inputs *x*1.

## OR of any two Sigma protocols

**PROTOCOL 6.4.1 (OR Protocol for Relation** *R* **Based on** *π***)**

* **Common input:** The prover *P* and verifier *V* both have a pair (*x*0*, x*1)
* **Private input:** *P* has a value *w* and a bit *b* such that (*xb,w*) *∈ R*
* **Default behavior on wrong input:**
* **Verifier’s Output:**Accept or reject
* **Prover’s output:** nothing
* **The protocol:**

1. *P* computes the first message *ab* in *π*, using (*xb,w*) as input.
2. *P* chooses *e*1*−b* at random and runs the simulator *M* on input (*x*1*−b, e*1*−b*),
3. Let (*a*1*−b, e*1*−b, z*1*−b*) be the output of *M*.

The output of *M* is computed as follows:

* 1. Choose *z*1*−b* at random from group G. (e.g. in DL it is *z ←R* Zp*\**)
  2. Choose *e*1*−b ←R {*0*,* 1*}t*
  3. Calculate *a*1*−b* as a function of *(e*1*−b ,z*1*−b* ). (e.g. in DL it is

*a*1*−b* = *gzh− e*1*−b* mod *p*)

1. *P* sends (*a*0*, a*1) to *V*.
2. *V* chooses a random *t*-bit string *s* and sends it to *P*.
3. *P* sets *eb* = *s⊕e*1*−b* and computes the answer *zb* in *π* to challenge *eb* using

(*xb, ab, eb,w*) as input.

1. *P* sends (*e*0*, z*0*, e*1*, z*1) to *V*.
2. *V* checks that:
   1. *e*0 *⊕ e*1 = *s*
   2. transcripts (*a*0*, e*0*, z*0) is accepting in *π*, on inputs *x*0
   3. transcript(*a*1*, e*1*, z*1) is accepting in *π*, on inputs *x*1.
   4. If all the above statements are true V accepts. Otherwise reject.

# Zero-knowledge

These are ways to transform a sigma-protocol to a ZKPOK.

We do this by requiring the verifier to commit to *e* before it receives the first message from P. This way we can consider the Verifier to be honest.

**Conceptual question: why a not-honest verifier makes the sigma-protocol not to behave like a ZKPOK?**

**Another question: what is the difference between Zero-Knowledge Proof for** *LR* **Based on** *π* and **ZK Proof of Knowledge for** *R* **Based on** *π?*

## Zero-knowledge for every Sigma-protocol using any commitment

**PROTOCOL 6.5.1 (Zero-Knowledge Proof for** *LR* **Based on** *π***)**

* **Common input:** The prover *P* and verifier *V* both have *x*
* **Private input:** *P* has a value *w* such that (*x,w*) *∈ R.*
* **Default behavior on wrong input:**
* **Verifier’s Output:**Accept or reject
* **Prover’s output:** nothing
* **The protocol:**

1. *V* chooses a random *t*-bit string *e* and interacts with *P* via the commitment protocol **com** in order to commit to *e*.
2. *P* computes the first message *a* in *π*, using (*x,w*) as input, and sends it to *V* .
3. *V* decommits to *e* to *P*.
4. *P* verifies the decommitment and aborts if it is not valid. Otherwise, it

computes the answer *z* to challenge *e* according to the instructions in *π* .

1. P sends *z* to *V* .
2. *V* accepts if and only if transcript (*a, e, z*) is accepting in *π* on input *x*.

## ZKPOK for every Sigma-protocol using any trapdoor commitment

**PROTOCOL 6.5.4 (ZK Proof of Knowledge for** *R* **Based on** *π***)**

* **Common input:** The prover *P* and verifier *V* both have *x*
* **Private input:** *P* has a value *w* such that (*x,w*) *∈ R*
* **Default behavior on wrong input:**
* **Verifier’s Output:**Accept or reject
* **Prover’s output:** nothing
* **The protocol:**

1. *V* chooses a random *t*-bit challenge *e* and interacts with *P* via the trapdoor commitment protocol **com** in order to commit to *e*.
2. *P* computes the first message *a* in *π*, using (*x,w*) as input, and sends it to *V* .
3. *V* reveals *e* to *P* by decommitting.
4. *P* verifies the decommitment and aborts if it is not valid. Otherwise, it

computes the answer *z* to challenge *e* according to the instructions in *π*

1. P sends *z* and the trapdoor **trap** to *V*.
2. *V* accepts if and only if the trapdoor **trap** is valid (For ex: for DLOG sigma-protocol, given **trap** check that h = gtrap) and the transcript (*a, e, z*) is accepting in *π* on input *x*.

# Commitment schemes

## Trapdoor DLOG commitment scheme

**PROTOCOL 6.6.2 (Commitment from** *DL Σ***-Protocol)**

* **Input:** The committer *C* and receiver *R* both hold 1*n* and also (p, q, g), and the committer *C*

has a value *e ∈ {*0*,* 1*}t*.

* **Default behavior on wrong input:**
* **receiver’s Output:**Accept or rejectand **trap *w***
* **committer’s output:** nothing
* **The commit phase:**

1. The receiver *R* runs (in private) the generator *G* on input 1*n* to obtain

(gw,w) *∈ R*. How does n relate to (gw,w)?

1. R sends gwto *C*.
2. *C* verifies that gw *∈ LR*; that is,gw *∈ Zp\**
3. if not it aborts.
4. If yes, in order to commit to *e ∈*

*{*0*,* 1*}t*, the committer *C* runs the *DL (6.1.1) Σ*-protocol simulator *M* on input (gw*,e*) and obtains a transcript (*a, e, z*).

The output of *M* is computed as follows:

* 1. *z ←R* Zp*\**
  2. *a* = *gzh− e* mod *p*

1. *C* then sends *a* = *gzh− e* mod *p* to *R*.

* **The decommit phase:** In order to decommit, the committer *C* sends the

remainder of the transcript (*e, z*) to *R*, who accepts *e* as the decommitted value

if and only if (*a, e, z*) is an accepting transcript in *DL Σ***-Protocol**with respect to input gw.

## Trapdoor (equivocal) commitment schemes

**PROTOCOL 6.6.2 (Commitment from** *Σ***-Protocol)**

* **Input:** The committer *C* and receiver *R* both hold 1*n*, and the committer *C*

has a value *e ∈ {*0*,* 1*}t*.

* **Default behavior on wrong input:**
* **receiver’s Output:**Accept or rejectand **trap *w***
* **committer’s output:** nothing
* **The commit phase:**

1. The receiver *R* runs (in private) the generator *G* on input 1*n* to obtain

(*x,w*) *∈ R*, and sends *x* to *C*.

1. *C* verifies that *x ∈ LR*;
2. if not it aborts.
3. If yes, in order to commit to *e ∈*

*{*0*,* 1*}t*, the committer *C* runs the *Σ*-protocol simulator *M* on input (*x, e*)

and obtains a transcript (*a, e, z*).

The output of *M* is computed as follows:

* 1. Choose *z* at random from group G. (e.g in DL it is *z ←R* Zp*\**)
  2. Calculate *a* as a function of *( e ,z)*. (e.g in DL it is

*a* = *gzh− e* mod *p*)

1. *C* then sends *a* to *R*.

* **The decommit phase:** In order to decommit, the committer *C* sends the

remainder of the transcript (*e, z*) to *R*, who accepts *e* as the decommitted value

if and only if (*a, e, z*) is an accepting transcript in *π* with respect to input *x*.

## Pedersen commitments

**PROTOCOL 6.5.3 (The Pedersen Commitment Protocol)**

* **Input:** The committer *C* and receiver *R* both hold 1*n*, and the committer *C*

has a value *x ∈ {*0*,* 1*}n* interpreted as an integer between 0 and 2*n*.

* **Default behavior on wrong input:**
* **receiver’s Output:**Accept or rejectand **trap** *a*
* **committer’s output:** nothing
* **The commit phase:**

1. The receiver *R* chooses (G*, q, g*) where G is a group of order *q* with generator

*g* and *q >* 2*n*.

1. *R* then chooses a random *a ←* Z*q*, computes *α* = *ga*
2. R sends (G*, q, g, α*) to *C*.
3. The committer *C* verifies that
   1. G is a group of order *q*,
   2. *g* is a generator
   3. *α ∈* G. Then
   4. If not all the above statements are true. Abort with error. Otherwise continue
4. C chooses a random *r ←* Z*q*, computes *c* = *gr · αx*
5. C sends *c* to *R*.

* **The decommit phase:**

The committer *C* sends (*r, x*) to *R*, who verifies that *c* = *gr · αx*.

# Oblivious Transfers

# Naor-Pinkas (using any DH group)

**PROTOCOL 7.2.1 (Private Oblivious Transfer *π*P**

**OT)**

*•* **Inputs:** The sender has a pair of strings *x*0*, x*1 *of the same (arbitrary) length* and the receiver has a bit

*σ ∈ {*0*,* 1*}*. If actual inputs are not of the same length, abort with error. The calling protocol has to pad if they may not be the same length.

*•* **Auxiliary inputs:**

* Both parties have the security parameter 1*n*
* the description of a group G of *prime order*,
* a generator *g* for the group
* The order of the group, *q*.
* Both parties have a probabilistic polynomial-time algorithm *V*

that checks membership in G (i.e., for every *h*, *V* (*h*) = 1 if and only if *h ∈* G). This is part of the dlog library.

Note: The group can be chosen by *R* (receiver) if not given as auxiliary input. If R chooses the group, then it sends it to S in the first message. S must then check that it receives the description of a group of order q, where q is some prime. (If this is given by the dlog library then this can be an option. Otherwise, always use a fixed dlog group.)

* **Default behavior on wrong input:**
* **Receiver’s Output:**
* **Sender’s output:** nothing

*•* **The protocol:**

1. The receiver *R* chooses *α, β, γ ←R {*1*, . . . , q}* and computes ¯*a* as follows:

a. If *σ* = 0 then ¯*a* = (*gα, gβ, gαβ, gγ*).

b. If *σ* = 1 then ¯*a* = (*gα, gβ, gγ, gαβ*).

1. *R* sends ¯*a* to *S*.
2. Denote the tuple ¯*a* received by *S* by (*x, y, z*0*, z*1).
3. *S* checks that all four values are in the group and that *z*0 *̸*= *z*1.
4. If the elements are not all in the group of if z0=z1, it aborts outputting *error*. (What does abort mean exactly? Do we send an abort message {to the other party? To the higher level protocol?} but the socket stays open or do we also close the connection?) This occurs when the other party cheated. So, can close connection. Need to announce to higher level protocol. If for engineering purposes, you wish to tell the other party, then this is fine too.
5. Otherwise, *S* chooses random *u*0*, u*1*, v*0*, v*1 *←R {*1*, . . . , q}* and computes the following four values (all following operations in the group):

*w*0 = *xu*0 *· gv*0 *k*0 = (*z*0)*u*0 *· yv*0

*w*1 = *xu*1 *· gv*1 *k*1 = (*z*1)*u*1 *· yv*1

1. *S* then encrypts *x*0 under *k*0 and *x*1 under *k*1. In order to do this, a KDF (as defined in the library) is applied to k0 in order to obtain a symmetric key. Any symmetric encryption scheme that is secure for eavesdropping adversaries can then be used. Likewise for k1. We recommend using a simple one-time pad. For this, obtain the appropriate output length from KDF(k0) and XOR the result with x0; likewise for k1.
2. *S* sends *R* the pairs (*w*0*, c*0) and (*w*1*, c*1).
3. *R* check that w0,w1 are in the group and the c0,c1 are binary strings of the same length. If not, sends error as in step 5. If yes, *R* computes *kσ* = (*wσ*)*β* and outputs *xσ* = *cσ XOR KDF*(*kσ*).

# AIR (using any homomorphic encryption) LEAVE TO VERSION 2 IF AT ALL (EXPLAIN IN DOCUMENTATION THAT MORE EXPENSIVE; NEED TO PROVE THAT ENCRYPTED 0/1 AND GENERATE KEYS)

**PROTOCOL 7.2.4 (Private Oblivious Transfer *π′*P OT)**

*•* **Inputs:** The sender has a pair of strings *x*0*, x*1 *∈ {*0*,* 1*}n* and the receiver has

a bit *σ ∈ {*0*,* 1*}*.

*•* **Auxiliary inputs:** Both parties have the security parameter 1*n*.

* **Default behavior on wrong input:**
* **Receiver’s Output:** *sr* = *Dsk*(*c′*)
* **Sender’s output:** nothing

*•* **The protocol:**

1. The receiver *R chooses* a pair of keys (*pk, sk*) *← G*(1*n*) of length greater than n.
2. R computes *c* = *Epk*(*σ*) and sends *c* and *pk* to *S*.
3. The sender *S verifies* that *pk* is a valid public-key and that *c* encrypts either 0 or a value with a multiplicative inverse in the plaintext group *M*.
4. If both checks pass, then *S maps* *x*0 and *x*1 into *M* and then

*Else, what?Abort and send abort to receiver?*

1. uses the homomorphic property of the encryption scheme (can compute *Epk*(*m*1 + *m*2) given *pk*, *c*1 = *Epk*(*m*1) and *c*2 = *Epk*(*m*2) without knowing *m1* and *m2 and scalar multiplication*), and its knowledge of *x*0 and *x*1, to compute two random encryptions *c*0 = *Epk*((1 *− σ*) *· x*0 + *r*0 *· σ*) and *c*1 = *Epk*(*σ · x*1 + *r*1 *·* (1 *− σ*)) where *r*0*, r*1 *←R M* are random elements in the plaintext group.
2. Do we need to check validity of c0 and c1 ? What if *r*0*, r*1 are not from M?
3. *R* computes and outputs *sr* = *Dsk*(*c′*).

We assume that there is a sigma protocol for proving that an encrypted value equals 0 and a sigma protocol that an encrypted value equals 1. (Such protocols exist for Paillier; reference!) Given this, the transformations in the sigma-protocol chapter of the book can be used to prove in zero-knowledge that the encrypted value is either 0 or 1.

# HL-one-sided (using any DH group)

Is any DH group of prime order? No.

Why do we only membership for the simulation protocols and not for protocol 7.2.1? Proof of security; problems of cryptographers…

**PROTOCOL 7.3 (Oblivious Transfer with one-sided simulation)**

*•* **Inputs:** The sender has a pair of strings *x*0*, x*1 *of the same (arbitrary) length* and the receiver has a bit

*σ ∈ {*0*,* 1*}*.

*•* **Auxiliary inputs:**

* Both parties have the security parameter 1*n*
* the description of a group G of *prime order*,
* a generator *g* for the group
* The order of the group, *q*.
* Both parties have a probabilistic polynomial-time algorithm *V*

that checks membership in G (i.e., for every *h*, *V* (*h*) = 1 if and only if *h ∈* G). This is part of the dlog library.

If the group is not given as an auxiliary input, can it be chosen by *P*2?

* **Default behavior on wrong input:**
* **Receiver’s Output:**
* **Sender’s output:** nothing

*•* **The protocol:**

1. The receiver *R* chooses *α, β, γ ←R {*1*, . . . , q}* and computes ¯*a* as follows:

a. If *σ* = 0 then ¯*a* = (*gα, gβ, gαβ, gγ*).

b. If *σ* = 1 then ¯*a* = (*gα, gβ, gγ, gαβ*).

1. *R* sends ¯*a* to *S*
2. Denote the tuple ¯*a* received by *S* by (*x, y, z*0*, z*1).
3. *S* checks that all four values are in the group and that *z*0 *̸*= *z*1.
4. If the elements are not all in the group of if z0=z1, it aborts outputting *error*. Otherwise, continue.
5. R sends zero-knowledge proof of knowledge of *α to S.* For optimization reas*ons t*he first round of zero-knowledge can be sent together with ¯a
6. If R malicious (and proof of knowledge doesn’t work) then S aborts with error.
7. Else continue
8. *S* chooses random *u*0*, u*1*, v*0*, v*1 *←R {*1*, . . . , q}* and computes the following four values:

*w*0 = *xu*0 *· gv*0 *k*0 = (*z*0)*u*0 *· yv*0

*w*1 = *xu*1 *· gv*1 *k*1 = (*z*1)*u*1 *· yv*1

1. *S* then encrypts *x*0 under *k*0 and *x*1 under *k*1 in the same way as protocol 7.2.1 using a KDF.
2. *S* sends *R* the pairs (*w*0*, c*0) and (*w*1*, c*1).
3. *R* check that w0,w1 are in the group and the c0,c1 are binary strings of the same length. If not, sends error as in step 5. Otherwise, *R* computes *kσ* = (*wσ*)*β* and outputs *xσ* = *cσ XOR KDF*(*kσ*).

# HL-full simulation (using any DH group)

**PROTOCOL 7.4.1 (Fully Simulatable Oblivious Transfer *π*OT)**

*•* **Inputs:** The sender has a pair of strings *x*0*, x*1 arbitrary same length and the receiver has a bit

*σ ∈ {*0*,* 1*}*. In this protocol *x*0*, x*1 *∈* G? Or we need to check their lengths?

*•* **Auxiliary inputs:**

* Both parties have the security parameter 1*n*
* The description of a group G of *prime order*, including a generator *g* for the group and its order *q*. (should we check that the given group is of prime order?) If given as auxiliary input then no need. Otherwise, this is as when chosen by P2.
* Both parties have a probabilistic polynomial-time algorithm *V*

that checks membership in G (i.e., for every *h*, *V* (*h*) = 1 if and only if *h ∈* G).

If the group is not given as an auxiliary input, can it be chosen by *P*2? Yes.

* **Default behavior on wrong input:**
* **Receiver’s Output:** *zσ /wσασ*
* **Sender’s output:** nothing

*•* **The protocol:**

1. *R* chooses *α*0*, α*1*, r ←R {*1*, . . . , q}* and computes *h*0 = *gα*0 , *h*1 = *gα*1 and

*a* = *gr*. It also computes *b*0 = *h0r* *· gσ* and *b*1 = *h1r* *· gσ*.

1. *R* sends (*h*0*, h*1*, a, b*0*, b*1) to *S*.
2. *S* checks that all of *h*0*, h*1*, a, b*0*, b*1 *∈* G and if not it aborts.
3. Let *h* = *h*0*/h*1 and *b* = *b*0*/b*1. Then, *R* proves to *S* that (G*, q, g, h, a, b*) is a

Diffie-Hellman tuple, using a zero-knowledge proof of knowledge. Formally,

*R* proves the relation:

*R*DH = { ((G*, q, g, h, a, b*)*, r*) *| a* = *gr* & *b* = *hr* }

1. If *S* accepted the proof in the previous step, it chooses *u*0*, v*0*, u*1*, v*1 *←R*

*{*1*, . . . , q}* and sends (e0,e1) computed as follows:

a. *e*0 = (*w*0*, z*0) where *w*0 = *au*0 *· gv*0 and *z*0 = KDF(*b0u*0  *· h0v*0 *) XOR x*0

b. *e*1 = (*w*1*, z*1) where *w*1 = *au*1 *· gv*1 and *z*1 = KDF(( *b*1 /*g* )*u*1 *· h1v*1) XOR *x*1

1. *R* checks that w0,w1 are in the group. If not, error. If yes, outputs *zσ XORKDF(wσασ)*and *S* outputs nothing.

# PVW\_plain (using any DH group or N-residuosity)

**PROTOCOL 7.5.1 (Another Fully Simulatable Oblivious Transfer)**

*•* **Inputs:** The sender’s input is a pair (*x*0*, x*1) and the receiver’s input is a bit *σ*

*•* **Auxiliary input:** Both parties hold a security parameter 1*n* and (G*, q, g*0),

where G is an efficient representation of a group of order *q* with a generator *g*0,

and *q* is of length *n*. (what does it mean efficient representation? Is q prime?)

* **Default behavior on wrong input:**
* **Receiver’s Output:**
* **Sender’s output:** nothing

check the length of q? abort if not?

*•* **The protocol:**

1. The receiver *R* chooses random values *y, α*0 *←* Z*q* and sets *α*1 = *α*0 + 1.
2. *R* then computes *g*1 = (*g*0)*y*, *h*0 = *g0α*0 and *h*1 = *g1α*1 and
3. *R* sends (*g*1*, h*0*, h*1) to the sender *S*.
4. *R* proves, using a zero-knowledge proof of knowledge, that (*g*0*, g*1*, h*0*, h*1/*g*1 ) is a DH tuple; see Protocol 6.2.4. (6.2.4 is a sigma protocol, is this interchangeable with zero-knowledge protocol?) (How do the input parameters here correspond to the input parameters in 6.2.4?)

*What happens if R doesn’t convince S? Abort?*

1. R chooses a random value *r* and computes *g* = (*gσ*)*r* and *h* = (*hσ*)*r*,
2. R sends (*g, h*) to *S*.
3. The sender operates in the following way:

– Define the function *RAND*(*w, x, y, z*) = (*u, v*), where *u* = (*w*)*s·*(*y*)*t* and

*v* = (*x*)*s·*(*z*)*t*, and the values *s, t ←* Z*q* are random.

– *S* computes (*u*0*, v*0) = *RAND*(*g*0*, g, h*0*, h*), and (*u*1*, v*1) =

*RAND*(*g*1*, g, h*1*, h*).

– *S* sends the receiver the values (*u*0*,w*0) where *w*0 = *v*0*·x*0, and (*u*1*,w*1)

where *w*1 = *v*1*·x*1.

1. The receiver computes *xσ* = *wσ/*(*uσ*)*r*.

# Naor-Pinkas Batch Oblivious Transfer (using any DH group)

**PROTOCOL 7.2.1 (Private Batch Oblivious Transfer** *π*PBOT**)**

*•* **Inputs:** The sender has a list of m pairs of strings (*x01 , x11* ), . . . , (*x0m, x1m*) and the receiver has an *m* bits string (*σ1, . . . , σm*).

*•* **Auxiliary inputs:**

* Both parties have the security parameter 1*n*
* the description of a group G of *prime order*,
* a generator *g* for the group
* The order of the group, *q*.
* Both parties have a probabilistic polynomial-time algorithm *V*

that checks membership in G (i.e., for every *h*, *V* (*h*) = 1 if and only if *h ∈* G). This is part of the dlog library.

* **Default behavior on wrong input:**
* **Receiver’s Output:** *xσ i* = *cσ i XOR KDF*(*kσi i*) for every *i=1,…,m***.**
* **Sender’s output:** nothing

*•* **The protocol:**

1. The receiver *R* chooses *α, βi,… , βm , γi,…, γm ←R {*1*, . . . , q}* and computes ¯*a* as follows:

a. If *σi* = 0 then ¯*ai* = (*gβi, gαβi, gγi*).

b. If *σi* = 1 then ¯*ai* = (*gβi, gγi, gαβi*).

1. *R* sends *gα* and ¯*a1,...,* ¯*am* to *S*.
2. Denote the tuple ¯*ai* received by *S* by ( *yi, z*0*i, z*1*i*) and *x* = *gα*.
3. *S* checks that all received values are in the group and that *z*0 *̸*= *z*1 for every *i*.
4. If the elements are not all in the group or if *z*0 *̸*= *z*1 , it reports *error*. Otherwise, *S* chooses random *u*0*i, u*1 *i, v*0 *i, v*1 *i* *←R {*1*, . . . , q}* for every *i=1,…,m* and computes the following *4m* values (all following operations in the group):

*w*0 *i* = *xu*0 *i* *· gv*0 *i* *k*0 *i*= (*z*0 *i*)*u*0 *i* *· yv*0 *i*

*w*1 *i* = *xu*1 *i* *· gv*1 *i* *k*1 *i* = (*z*1 *i*)*u*1 *i* *· yv*1 *i*

1. *S* then encrypts *x*0 *i* under *k*0 *i* and *x*1 *i* under *k*1 *i*. In order to do this, a KDF (as defined in the library) is applied to k0 *i* in order to obtain a symmetric key. Any symmetric encryption scheme that is secure for eavesdropping adversaries can then be used. Likewise for k1. We recommend using a simple one-time pad. For this, obtain the appropriate output length from KDF(k0 *i*) and XOR the result with x0 *i*; likewise for k1 *i*.
2. *S* sends *R* the m pairs (*w*0 *i, c*0 *i*) and (*w*1 *i, c*1 *i*).
3. *R* check that *w0 i,w1 i* are in the group and the *c0 i,c1 i* are binary strings of the same length. If not, reports error. If yes, *R* computes *kσi i* = (*wσi i*)*βi* and outputs *xσ i* = *cσ i XOR KDF*(*kσi i*) for every *i*.

# Batch OT HL-full-sim

There are *m* OTs we need to perform.

**PROTOCOL 7.4.3 (Batch Oblivious Transfer πBOT)**

*•* **Inputs:** The sender has a list of m pairs of strings (*x01 , x11* ), . . . , (*x0m, x1m*) and the receiver has an m bits string (*σ1, . . . , σm*).

*•* **Auxiliary inputs:**

* Both parties have the security parameter 1*n*
* The description of a group G of *prime order*, including a generator *g* for the group and its order *q*.
* Both parties have a probabilistic polynomial-time algorithm *V*

that checks membership in G (i.e., for every *h*, *V* (*h*) = 1 if and only if *h ∈* G).

* **Default behavior on wrong input:**
* **Receiver’s Output:** *zσj /wσjασj* for every j
* **Sender’s output:** nothing

*•* **The protocol:**

1. *R* chooses *α*0*, α*1*, r ←R {*1*, . . . , q}* and computes *h*0 = *gα*0 , *h*1 = *gα*1
2. R proves that it knows the discrete log of h0, using a zero-knowledge proof of knowledge for RDL.
3. For every j = 1, . . . ,m, the receiver R chooses a random rj and computes aj = grj , b0j = h0rj  · gσj and b1j  = h1rj · gσj
4. R sends all these values to S.
5. *S* checks that all the received values are in G and if not it aborts.? (not in the book)
6. S chooses random ρ1, . . . , ρm ←R {1, . . . , q} and sends them to R.
7. Both parties locally compute
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1. Then, *R* proves to *S* that (G*, q, g, h, a, b*) is a

Diffie-Hellman tuple, using a zero-knowledge proof of knowledge. Formally,

*R* proves the relation:

*R*DH = { ((G*, q, g, h, a, b*)*,* ) *| a* = & *b* = } (please check)

1. If *S* accepted the proof in the previous step, it chooses *u*0j*, v*0j*, u*1j*, v*1j *←R*

*{*1*, . . . , q}* and computes the following for every j (superscript j is omitted below):

a. *e*0 = (*w*0*, z*0) where *w*0 = *au*0 *· gv*0 and *z*0 = *b0u*0  *· h0v*0 *· x*0

b. *e*1 = (*w*1*, z*1) where *w*1 = *au*1 *· gv*1 and *z*1 = ( *b*1 /*g* )*u*1 *· h1v*1 *· x*1

1. *R* outputs *zσj /wσjασj* for every j.

**PROTOCOL 7.5.2 (Another Batch Fully Simulatable Oblivious Transfer)**

*•* **Inputs:** The sender’s input is a pair (*x*0*, x*1) and the receiver’s input is a bit *σ*

*•* **Auxiliary input: Both** parties hold a security parameter 1*n* and (G*, q, g*0),

where G is an efficient representation of a group of order *q* with a generator *g*0,

and *q* is of length *n*. (what does it mean efficient representation? Is q prime?)

* **Default behavior on wrong input:**
* **Receiver’s Output:**
* **Sender’s output:** nothing

check the length of q? abort if not?

*•* **The protocol:**

1. The receiver *R* chooses random values *y, α*0 *←* Z*q* and sets *α*1 = *α*0 + 1.
2. *R* then computes *g*1 = (*g*0)*y*, *h*0 = *g0α*0 and *h*1 = *g1α*1 and
3. *R* sends (*g*1*, h*0*, h*1) to the sender *S*.
4. *R* proves, using a zero-knowledge proof of knowledge, that (*g*0*, g*1*, h*0*, h*1/*g*1 ) is a DH tuple; see Protocol 6.2.4. (6.2.4 is a sigma protocol, is this interchangeable with zero-knowledge protocol?) (How do the input parameters here correspond to the input parameters in 6.2.4?)

*What happens if R doesn’t convince S? Abort?*

1. For every j: (index j is omitted)
   1. R chooses a random value *r* and computes *g* = (*gσ*)*r* and *h* = (*hσ*)*r*,
   2. R sends (*g, h*) to *S*.
   3. The sender operates in the following way:

– Define the function *RAND*(*w, x, y, z*) = (*u, v*), where *u* = (*w*)*s·*(*y*)*t* and

*v* = (*x*)*s·*(*z*)*t*, and the values *s, t ←* Z*q* are random.

– *S* computes (*u*0*, v*0) = *RAND*(*g*0*, g, h*0*, h*), and (*u*1*, v*1) =

*RAND*(*g*1*, g, h*1*, h*).

– *S* sends the receiver the values (*u*0*,w*0) where *w*0 = *v*0*·x*0, and (*u*1*,w*1)

where *w*1 = *v*1*·x*1.

* 1. The receiver computes *xσ* = *wσ/*(*uσ*)*r*.

# Coin Tossing

## Basic Blum single-coin tossing using any commitment scheme

* **Input:** none
* **Default behavior on wrong input:**
* **Common output:** a bit *b*
* **The protocol:**

1. P1 and P2 choose random bits *b1* and *b2*, respectively
2. P1 commits to the single random bit *b1* using any commitment scheme
3. P2 sends the random bit *b2*  to P1
4. P1 decommits
5. Both parties output XOR of the bits *b1*  and *b2*

**[Lindell01] coin tossing, using Pedersen commitments and DLOG-ZK**

* **Input:** none
* **Default behavior on wrong input:**
* **Common output:** a random string of a given length
* **The protocol:**

|  |
| --- |
| 1. P1 commits to a random element *r* of the group using Pedersen |
| 1. P1 proves in ZKPOK that it knows the committed value (item 4 in sigma) |
| 1. P2 sends a random element *s* of the group |
| 1. P1 sends *r* (without decommitting) |
| 1. P1 proves in ZKPOK that *r* is the committed value (item 6 in sigma) |
| 1. Both parties output KDF(*rs*) of length given. Where is KDF defined? |

**Semi-simulatable coin-tossing**

* **Input:** none
* **Default behavior on wrong input:**
* **Common output:** a random string of a given length
* **The protocol:**

|  |
| --- |
| 1. P1 sends a perfectly-hiding commitment to a random element r of the group (if Pedersen) or a random string of appropriate length (if random-oracle) |
| 1. P2 sends a perfectly-binding commitment to s (e.g., Public-key commit or random-oracle; again string or element appropriately) |
| 1. P1 opens |
| 1. P2 opens |
| 1. Both parties output group operation/XOR of r and s (operation depending) |
|  |

# Secure Pseudorandom Function Evaluation

### Definition of secure pseudorandom function evaluation:

1) P1 has a key *k* to a PRF

2) P2 has an input *x* to PRF

3) They together run a protocol that at the end of it P2 learns the output of PRF

(let’s say *y* = PRF(*k,x*)) but P2 doesn't learn the key *k*  and P1 doesn't learn *y* (the output of PRF) (P1 doesn’t learn *x* either).

The PRF function is defined by:
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PROTOCOL 7.6.3 (Private Pseudorandom Function Evaluation πP PRF)

* **Inputs**: The input of P1 is a key *k = (ga0 , a1, . . . , am)* where

*a0, a1, . . . , am* ← *R Zq\**.

Input of P2 is a value *x* of length *m*.

* **Auxiliary inputs**: Both parties have the security parameter 1n and are given

*G* – cyclic group, *q* prime and *g* generator.

* **P1’s output:** nothing
* **P2’s output:** ![](data:image/png;base64,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)
* **The protocol:**

1. P1 chooses *m* random values *r1, . . . , rm ←R Zq\** .
2. The parties engage in a 1-out-2 private batch oblivious transfer protocol

πPBOT.

1. In the ith iteration, P1 inputs *y0i = ri* and *y1i= ri · ai* (with multiplication

in Zq\* )

1. P2 enters the bit *σi = xi* where *x = x1, . . . , xm.*
2. If the output of any of the oblivious transfers is ⊥, then both parties output

⊥ and halt.

1. Otherwise, P2’s output from the *m* executions is a series of values

*y1x1, . . . , ymxm.*

1. If any value *yixi* is not in *Zq\** , then P2 redefines it to equal 1.
2. P1 computes ![](data:image/png;base64,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)
3. P1 sends ˜g it to P2.
4. P2 computes ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI0AAAAgCAIAAACgvmzCAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsIB3nSZJQAABg1JREFUaEPtmn9IXmUUx7f+U5ptKbh/bDlz/kgS7M0VS7C5DVxOhXSgzjGomMZ0sRYOomlFoDl0W60MtH/alKmrtKX9kUN0EtSrYJg/mCboH0vQtkD0T/vEgcfrffXe976v7/V91cvlcn+c55zznHOe53yf89ydS0tLO7YPv7fAzsDy0zcNDZ9+/ImbVv2i7qv09PTFxcWqyqrxBw8uXHyPhu1t7Y8e/RMZGXm2qKipsXFqappPZ4uLUlJS3GTrDVlvb2/XL10oUFlVFRQUZIEVfgqsY2pqav8z+wry8tdSm69HXjs8OzsrBM23b/f39zfU1/OSe3kpHEZHR7nv6enh0QYjoHltTc3CwgLiUMmSxCcsuNQ/SCMiIkwVCd+7NzQ0VMie3LUrKSlpcHAwPuH53JMneTM3N8e1oPBUTEwMN/Pz8/ujokx5ek8QHBxcePp0d3c34lDJEsPA85Ol7kHM1Mf1blt7Tm6utB0eHuaampoqjz93duYV5Ftl6wE9ocNRU33lwvsXmY2np6fdZ7L5/YQtBgYGuMbHx4td+p3OwjNnJD2MjY3hwqPHjpE5ONw3nGeUaPLXxAQh8nVdnSUOW8JPMzMzJe+eVzPh5ORkZlammCksLCwjK7OhvuHvhw+9hxKdnZ3nS0s5ZWqVOKgor1AuiYuLQxy45kWHw50JfNmXlrKZnxCb4ggDlOG7LoBHwCkCEzo6OkQQwAH84r3QLTGeLM0wHhMzIjNOnHA6nXBITk4WPj/9eHddkt+2nzz2i74hYJKc19rSQvKTORakQDaKPnDAexl+5yeA0NXa2qOH07gyudNDJn0BAl4erJHh6RkTLE5bNDFujvKgkoMvHxSyoaEhrg6HwzOh2lZ+5yeAEDm26kp1SEjIueJ3cBjqWl1trGoX4jr9+HGrJsP0p/IL7rS2fn71mqW2QIlb394ENVirO6wlw/sUZz+HDcERWnRg0GUKDaCY8svlnDRRFRAvreR348lSzLpJzMIIcAxcZnC42cRjMob+zcZbFR9V5OXnweSFxETFSjA6ajCFKpVkbjc9Nr+fSC0sbMsulZE5RkZGxCK8jNr3rMHJXGdqO1cC3KBSYFNj0weXP5TSlEjkDf67dv06IJBqLPfDQ3/+MTio47N6HtWORykUlpaUSLlQfeI9o9jLkWupOWsRZg+ZQKiWshxRdVWpw2orrVrOEOu+0pADDl6uY9yZ96j2Yj2Z9OiCVjFRgzfaOqzWyIqYhlIg1h47tA9wl5Y6nXCbPRVlUUZ6q3qFt5Au3eYT9+pUy0nVcK2vOAlieoebLUWMInbHT8acxbZSnpd75TxTlZb9RDfEFtzodJLQXouXBLibp2mlQKRry/7iGzWeTLvkSgA3MQ0BJ36SYWdwuurppZ8AFDKgGQyKudJHdMb+fCVGXcfZ8j4hiwMpLZPomMp/G+hXi7XUV1Mqqz+TTQGfHuT5zNcz2IBgEleCJFWQnD0WDdtLZWV79jyddiTNahGPtm+/+Raif+3rYz+CHZOs7CwPTAFe+PLGDdGBfPn48b/wBGtoExjon93LhNi4lu+/0y9FdNEngabNRq4B7kFEu9nEdSjLJEzcuckhcMmM86ge7/Xdv4+f1Yqa+7HRUa7rstI0HRAiKzw8XFFKJSImNta0baATGO9O6f10r+seHU5ISFDddv7uZFFtYAVTjKuFv8Z4F1m6mJgYH9fpE+j+MNDfaHdKN1EIuFIvBSOQye2ZTwQyaGUZQxh7tLJNCvBBYL0O06PAClzOM7AESwl+l2YKE9ugroSFgD2ki9u2QnIyte0q/4W1NDe3/dDG8HS89H+hl/qjwn42zDkUVNgamJudey46mjR5rqhYfu+yQbRfizD2pFQETL3tIwKBfx6vTH2k1YawXYEjqCyxeNJiLRYN6lcCX4cbGwG6DR7+BHrl0CFr/xH4WsuN4q+NDi1kIIql1mJb+EguVHUH+TNyezCJ/VfkJ3IDS2XAMblh9+6n3sjJsTOWGUxsrEm8hoaFJiYmZmVnq5+ENiqO/URugP1f7idWs1+Nzb//ZL9NfSFx20++sOr68/wP4f6G2+sHOKAAAAAASUVORK5CYII=) and outputs y.

|  |
| --- |
|  |

PROTOCOL 7.6.5 (Fully-Simulatable PRF Evaluation πPRF)

* **Inputs**: The input of P1 is *k = (ga0 , a1, . . . , am)* and the input of P2 is a value

*x* of length *m*.

* **Auxiliary inputs**: Both parties have the security parameter 1n and are given

*G* – cyclic group, *q* prime and *g* generator.

* **The protocol:**

1. P1 chooses *m* random values *r1, . . . , rm ←R Zq\** .
2. The parties engage in a 1-out-2 private batch oblivious transfer protocol

πBOT (fully simulatable).

1. In the ith iteration, P1 inputs *y0i = ri* and *y1i= ri · ai* (with multiplication

in Zq\* )

1. P2 enters the bit *σi = xi* where *x = x1, . . . , xm.*
2. If the output of any of the oblivious transfers is ⊥, then both parties output

⊥ and halt.

1. Otherwise, P2’s output from the *m* executions is a series of values

*y1x1, . . . , ymxm.*

1. If any value *yixi* is not in *Zq\** , then P2 redefines it to equal 1.
2. P1 computes ![](data:image/png;base64,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)
3. P1 sends ˜g it to P2.
4. P2 checks if the order of ˜g is *q*. Otherwise aborts with error.
5. P2 computes ![](data:image/png;base64,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) and outputs y.